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Abstract

Computer architectures face a fundamental shift as Moore’s law and Dennard
scaling reach their technological limits. This evolution has sparked a Cam-
brian explosion of specialized hardware designs trying to keep scaling systems
sustainable: computing is now a power-bound challenge. While applications
still struggle to scale on current exascale systems, future high-performance
computing (HPC) systems must integrate an increasingly diverse spectrum
of host processors and accelerators, while software stacks must adapt to het-
erogeneous and application-specific platforms. The need for domain-specific
features in hardware designs is driving the advent of the RISC-V architec-
ture: by enabling seamless extension of its widely supported ISA, it could
be the answer to the evolutionary challenges that computing systems are
facing. While already deployed in industry, the adoption of RISC-V in HPC
is still uncharted territory: its role in the future of HPC brings additional
challenges for large-scale system-integration and software stacks. This the-
sis focuses on three ideas. Embarrassingly parallel, task-based workloads
must explore throughput-optimized GPU kernel designs to unlock extreme-
scale drug discovery campaigns on current TOP500 accelerated systems. On
the other hand, HPC systems must overcome design and integration chal-
lenges to prepare for future post-exascale clusters that will be increasingly
diverse and application-specific, where RISC-V could be an answer. At the
same time, the hardware/software interface must adapt. While higher lev-
els of the software stack are adopting novel programming languages and
paradigms, target-specific components of the compilation stack must evolve
to make domain-specific code generation sustainable for future computing
systems. The first part of this thesis involves implementing and scaling drug
discovery simulations on multiple heterogeneous, GPU-accelerated TOP500
systems, focusing on efficient acceleration of task-based workloads that scale
to trillions of concurrent tasks. The second part centers on designing, build-
ing, and evaluating Monte Cimone, the world’s first RISC-V HPC produc-
tion cluster, including a comprehensive experimental evaluation and full-
scale benchmarks. The third part focuses on the endeavor of developing an
MLIR-based compiler backend for Snitch, a novel, energy-efficient RISC-V
streaming accelerator for machine learning. The presented work enabled the
largest drug discovery simulation for SARS-CoV-2 research ever performed,

xii



demonstrating the practical impact of efficient GPU acceleration techniques
needed on present-day accelerated supercomputers. Moreover, the successful
deployment of the Monte Cimone cluster prototype has proven the produc-
tion readiness of RISC-V for HPC, paving the way for future RISC-V super-
computers. On the software side, this thesis covers the collective work that
extended the multi-level, progressive lowering approach to the compiler back-
end, enabling efficient micro-kernel code generation for application-specific
RISC-V accelerators.
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Preface

Computer architectures are currently facing the problem of delivering steadily
growing amounts of compute power at ever-increasing efficiency levels to face
the new challenges posed by the end of Moore’s law [1, 2, 3, 4]: this goal is
crucial to keep operating large-scale supercomputers [5, 6, 7, 8] feasible. The
slowdown of Dennard scaling [9] and the emergence of the effects related to
dark silicon [10, 11] add further complexity to the scenario. The profound
effects of this disruption are becoming progressively more apparent, to the
point that delays in the deployment of TOP500 [12] exascale systems are
now a reality to be dealt with [13]. At the same time, high-performance
computing (HPC) and low-power devices’ goals and constraints are becom-
ing increasingly overlapped under the pressure of the machine learning (ML)
market driver: computing at scale has become a power-bound problem [14].
Computing architectures historically relying on multi-core, superscalar, sin-
gle instruction, multiple data (SIMD) CPUs, are now augmented with a
diverse spectrum of application-specific accelerators to achieve higher effi-
ciency levels at the cost of decreased generality. The computing market is
experiencing a Cambrian explosion of vertical hardware designs spanning
from tensor processors [15] to in-memory accelerators [16], from massively-
parallel specialized architectures [17, 18, 19] to graphics processing units
(GPUs) augmented with application-specific cores [20]. This growing diver-
sity of domain-specific accelerators spans all scales, from mobile devices to
data centers. Managing this diversity constitutes a global challenge across
the HPC stack and is particularly relevant in the field of ML.

Albeit being focused on running linear algebra kernels at scale, acceler-
ator architectures are radically diverse in their underlying design principles,
a diversity that directly impacts the software ecosystem. From the point
of view of traditional, large-scale scientific applications, developed and op-
timized to scale up to entire TOP500 [12] clusters, this diversity is posing
challenges. Despite their rapid growth in HPC installations, GPU accelera-
tors still face adoption barriers due to many scientific workloads not being
designed to exploit accelerated computing capabilities [21]. HPC sites sur-
veys reveal how most GPU-accelerated jobs tend to have low utilization of
available accelerator resources [22]: adapting algorithms and porting large
code bases is still an ongoing effort. Moreover, task-based, embarrassingly-
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parallel workloads are at the core of mainstream scientific applications like
molecular docking for drug discovery [23, 24], astronomical image process-
ing [25], Monte Carlo methods [26] and genomic sequence alignment [27].
They pose unique challenges as dealing with multi-level load balancing, task
distribution and design of throughput-oriented GPU kernels for such work-
loads is an open research question:

How task-based, embarrassingly-parallel scientific workloads like vir-
tual screening can efficiently scale up to entire pre-exascale, state-of-
the-art GPU-accelerated HPC systems?

From the point of view of artificial intelligence (AI) applications, despite
growing investments, the accelerator diversity challenge usually translates
into the need for efficient implementations of a wide variety of specialized
kernels for each hardware platform: while deep neural network (DNN) frame-
works try their best to leverage existing vendor libraries, large corpora of
hand-optimized, vendor-specific operators written by experts are becoming
a reality to be dealt with.

Compilers are increasingly being adopted as a possible response to these
challenges as they can unlock both efficient utilization of existing kernel
libraries or direct generation of high-performance accelerator-specific code.
This approach fuels a diverse spectrum of compilation techniques: from poly-
hedral (i.e. Tensor Comprehensions [28]) to loop synthesis (i.e. Halide [29],
TVM [30] and PlaidML [31]), from tensor-based intermediate representations
(IRs) (i.e. XLA [32] and Glow [33]) to tile-based approaches (i.e. Triton [34]).
IRs are the languages used by compilers to internally represent, analyze and
transform a program. Traditional IRs based on a single, uniform level of
abstraction proved themselves to be solid foundations for compilers that fo-
cused on relatively low-level frontend languages (i.e., C, C++) [35, 36]. Since
programs are now being written in high-level languages where tensor algebra
is a first-class citizen [37, 38], compilation stacks are transitioning from the
traditional low-level, fixed IRs to expressive, flexible representations. While a
definitive answer to the question of “what a post-Moore software stack would
look like?” remains unknown, all novel compiler construction approaches
share the use of multi-level IRs.

Multi-level IRs allow constructs at multiple levels of abstraction (e.g.,
both an immutable tensor and a memory address) to coexist in the same
program. This single feature alone enables progressive lowering, allowing the
compiler to preserve semantic information until the optimal transformation
can be applied, such that a non-reversible expense of semantic information
brings the most value to the lowering result. Avoiding any semantic loss
during the lowering process is proving itself as an effective approach [39, 40,
33].
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While being investigated and implemented in production compilers in the
past [41, 42], the static single assignment (SSA), multi-level IR concept is
now further expanded and successfully brought into production. A notable
example is MLIR (Multi-Level IR) [39], a new compiler infrastructure built
on top of a flexible and extensible IR that recently became the foundation
for several novel deep learning (DL) and domain-specific language (DSL)
toolchains. By aiming at making abstractions and transformations modular
and interoperable, MLIR is proving itself as a key tool to tackle the challenges
of the post-Moore compute era.

Along with compilers and software stacks, the challenge of extreme spe-
cialization is affecting the landscape of hardware architectures. In order to
satisfy the demand for efficient linear algebra computations coming from
the HPC and ML markets, industry-standard instruction set architectures
(ISAs) are getting extended with domain-specific features [43, 44, 45]. While
already well established, dominant ISAs (i.e., x86, ARM) are proving them-
selves not flexible enough for the scaling challenges posed by the ML market:
being closed for modification, they can be neither extended nor adapted, forc-
ing third parties and research institutions into looking for alternatives. The
need for a more flexible solution for computing innovation is proven by the
rise of RISC-V, an open, modular, extensible, and royalty-free ISA. Being
designed from scratch to be naturally extensible without breaking the rich
existing software ecosystem, RISC-V has become the platform of choice for
architecture research [46, 47, 48, 49] and the market enabler for an increasing
set of vendors who are exploring novel concepts in accelerator and processor
design [50, 51, 52, 53, 54, 55]. Albeit rapidly growing, the extreme flexibility
of an open-ended ISA poses unique challenges both to software implementors
and system integrators. While RISC-V is believed to have a bright future
in the data center [56], its extreme flexibility poses new questions still to be
addressed:

How an extreme-scale HPC system, based on a heterogeneous offering
of highly specialized accelerators, can be sustainable?

If RISC-V can be an answer to the challenge of extreme hardware
specialization, how future post-exascale systems based on RISC-V will
look like?

On the software side, this increased flexibility is stressing traditional com-
piler designs to their limits. With its flexible ISA intended to be extended,
RISC-V becomes a modular compilation target forcing compiler backends to
deal with a virtually unbounded number of optional, cross-interacting ISA
extensions and features. This issue raises new questions that have yet to be
addressed:
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Can a multi-level IR represent RISC-V domain specific extensions for
novel linear algebra accelerators?

Can the multi-level approach to compiler construction enable SSA
compiler backends to generate high-performance kernels leveraging
custom, application-specific hardware features?

This thesis covers collective works that tried to answer the questions
posed by our post-Moore era. A description of each chapter, along with
references to relevant publications and my contributions to each work are
detailed in the remainder of this preface.

The Present of Sustainable HPC: GPU-Accelerated Systems.
Chapter 1 considers today’s TOP500 HPC systems that have become het-
erogeneous, GPU-accelerated systems. While the execution of large-scale,
tightly-coupled workloads is a well-understood problem [57, 58], many sig-
nificant HPC applications like drug discovery still rely on less explored task-
based, data-parallel workloads. This chapter presents how algorithms that
need to scale up to trillions of embarrassingly-parallel tasks can be efficiently
executed on pre-exascale HPC systems accelerated with GPUs [59]. Consid-
ering a real-world, production use case stemming from virtual screening,
the work explores different approaches to efficiently map such workloads on
GPU accelerators and how they must be treated differently from common
tightly-coupled workloads, and how warp-synchronous kernels and load bal-
ancing are involved. The experimental evaluation reports results obtained
by integrating such approaches in a production-level HPC application that,
by scaling up to two full pre-exascale systems, is able to screen trillions of
potential drug molecules and helped identify prospect candidates for being
active against SARS-CoV-2 virus replication. This experiment remains the
largest drug discovery simulation to date [24, 60].

Contributions to Chapter 1. The work presented in this chapter
stems from a long-standing partnership between CINECA and Dompé Far-
maceutici S.p.A. for the scientific and technological development of the LiGen [61]
HPC drug discovery platform. This collaborative effort resulted in several
publications.

In particular, Vitali et al. [59] is a collaboration between CINECA,
Dompé Farmaceutici S.p.A., the research group led by Prof. Gianluca Palermo
at Politecnico di Milano and NVIDIA. It covers a novel approach to em-
barrassingly-parallel, task-based workloads on NVIDIA GPUs that resulted
in the first port of the LiGen platform to GPU-accelerated HPC systems.
My contributions to this work concern the exploration of both the batch
and latency workload execution strategies, development and optimization of
GPU kernels relative to the estimation of protein-compound binding energy
(chemical scoring) according to both strategies, benchmarking, performance
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modeling and micro-architectural profiling, statistical analysis of results, and
overall development of the LiGen platform.

Gadioli et al. [24] presents a description of the overall drug discovery
platform and how the one-trillion-docking experiment against SARS-CoV-
2 protein targets was run after the EXSCALATE4CoV European project
called for an urgent computing action during the global pandemics. This
work brings the advancements presented in Vitali et al. [59] at scale in an
HPC production setting, where my contribution concerned the planning and
execution of the experiment, data pre- and post-processing and statistical
analysis.

Moreover, in Emerson et al. [60] I present my contributions on secur-
ing and managing the HPC resources used during the one-trillion-docking
experiment.

Finally, Vistoli et al. [62] presents the polypharmacology results from
the EXSCALATE4CoV and the MEDIATE initiative, calling for a collabo-
rative, open-access drug discovery effort against pandemic emergencies. My
contributions to this work concern polypharmacology analysis, the big data
post-processing pipeline to compute statistical descriptors and the overall
analysis of data produced during the one-trillion-docking experiment [24].

The Future of Sustainable HPC: RISC-V. Chapter 2 presents Monte
Cimone [63], the world’s first HPC production cluster based on the RISC-
V architecture. Monte Cimone was designed and built with the purpose
of priming the pipe and exploring the challenges of integrating a multi-node
RISC-V HPC cluster. Being composed of a small number of nodes, it doesn’t
aim at achieving strong floating point cluster-wise performance. On the other
hand, to be able to explore application readiness, system integration, deploy-
ment and energy efficiency, the cluster must capable of providing a complete
HPC production stack including interconnect, storage and power monitor-
ing. For this goal, HPC scientific applications must be taken into account: a
platform’s readiness is evaluated by widespread scientific community appli-
cations that are large, complex, and highly optimized code bases that must
efficiently scale up to the full system. The results of the hardware/software
integration efforts demonstrate a remarkable level of software and hardware
readiness and maturity, showing that the first generation of RISC-V HPC
machines may not be so far in the future.

Contributions to Chapter 2. The work presented in this chapter
stems from a collaborative effort between both the research groups led by
Prof. Luca Benini and Prof. Andrea Bartolini at Università di Bologna,
CINECA and E4 Computer Engineering. My contributions concern the over-
all system’s design, the bring-up of the HPC user space, evaluation of the
RISC-V software stack including compiler toolchains, MPI implementations,
linear algebra libraries, and both the methodology and execution of full-
system benchmarks of scientific applications like quantumESPRESSO [64].

This work resulted in several publications, in particular Ficarelli et al. [65,
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66] and Bartolini et al. [63], all covering the collaborative effort needed to
design, deploy, and evaluate a RISC-V HPC cluster from-scratch.

Multi-level SSA Compilers for RISC-V Accelerators. In Chap-
ter 3 I present the work done by the research group led by Prof. Tobias
Grosser at the University of Edimburgh (now at Cambridge University) and
my contributions while visiting. The work investigates how modern compiler
approaches, based on multi-level SSA IRs, can be leveraged to build a kernel
compiler for novel streaming architectures that, by being extremely energy-
efficient, can become an answer to the future of large-scale systems. The
concept of progressive lowering is applied to the compiler backend to investi-
gate how traditional code generation tasks can be efficiently performed on a
multi-level SSA IR like MLIR. The selected compilation target is Snitch [48],
a RISC-V accelerator architecture designed by the research group led by
Prof. Luca Benini at ETH Zurich. Its design goal is to pursue extreme
compute energy efficiency by means of novel features like stream-seman-
tics registers to reach perfect, software-programmed prefetching, and float-
ing point hardware loops to elide control flow. The resulting publication by
Lopoukhine et al. [67] presents how a new tensor kernel compiler, completely
based on MLIR [39] for both optimization and code generation, can over-
come compilation challenges by progressively lowering high-level linear alge-
bra programs to leverage Snitch features. Evaluation of the generated code is
supported by both the definition of a theoretical peak-performance model for
the target micro-architecture and a comprehensive, reproducible simulation
environment based on precise execution traces. The reference benchmark
set is designed to take into account meaningful linear algebra micro-kernels
that are both difficult to lower efficiently on Snitch (i.e. mixing reduction
and element-wise operations) and widespread in both HPC and DL appli-
cations. Results from an extensive experimental campaign prove that this
approach can lower high-level linear algebra code down to kernels capable of
surpassing performance attained by hand-written, expert-optimized kernels.

Contributions to Chapter 3. My contributions to the effort presented
in Lopoukhine et al. [67] concern several aspects of the MLIR dialects, trans-
formations, and the experimental evaluation of the resulting kernel compiler.

The snitch dialect encodes the target-specific operations needed to set
up and operate the Snitch data movers. The memref_stream.generic oper-
ation extends the linalg.generic operation from upstream MLIR: it aug-
ments the information carried by the operation (affine memory access ex-
pressions and data dependencies) with additional information needed by the
compilation pipeline to generate optimized RISC-V assembly code exploiting
both streaming semantics and hardware loops.

Due to architectural constraints, when dealing with floating-point values
of precision lower than double, instructions in stream-accelerated regions
have to operate on vectors instead of scalars. Thus, from the point of view
of a compiler backend, elements smaller than double precision must be con-
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sidered illegal in code sections where Snitch-specific features are leveraged to
accelerate computations. For this reason, the legalization pass transforming
memref_stream.generic operations also performs mandatory packed-SIMD
vectorization.

Another area of contribution is the experimental evaluation, testing,
benchmarking, and performance modeling. Building a kernel compiler re-
quires continuous feedback both in terms of correctness and performance
of the generated code, so the adopted approach introduced a deterministic
test and benchmarking harness that is then used in a continuous integration
infrastructure to provide feedback on every change introduced in the code
generation pipeline. The Snitch Verilog source repository provides utilities to
decode simulation traces: post-processing the cycle-accurate execution traces
allowed to compute all the performance metrics needed to support our bench-
marking model without any hardware support (like an actual performance
monitoring unit). A kernel templating system supports the parameter space
exploration needed to guide both the implementation and tuning of opti-
mization passes. While not directly implemented in MLIR but instead as an
external tool, our kernel generator works similarly to the mlir-gen generator
by Golin et al. [68] in that it instantiates variants of kernel programs based
on parametric input tensor shapes and, at the same time, provides test input
data along with reference results to ensure correctness.
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Chapter 1

The Present of Sustainable
HPC: GPU-Accelerated
Systems

Since its dawn, the technological evolution of the semiconductor industry has
been driven by two laws: Moore’s law and Dennard scaling. While presenting
several economic and societal corollaries, the technological formulation of
Moore’s law [69] stated that the number of components per integrated circuit
doubles every year, an empirical observation that, while adjusted [70] since
its former inception in 1965, has been generally accepted as a self-fulfilling
prophecy. Dennard scaling [71] on the other hand, focuses on the relation
between integration scale and power and roughly states that, as transistors
get smaller, their power density stays constant, so that the power use stays
in proportion with area. The combination of these two laws has driven the
semiconductor industry’s evolution since the 1970s.

During mid-2000s, the semiconductor market started experiencing slow-
downs of the laws discussed above, to the point that the end of both Den-
nard scaling [72] and Moore’s law [1, 2, 3, 4] became major discussion topics
among professionals and researchers and, subsequently, concrete factors to
be taken into account. A direct consequence of this technological disruption
is that energy efficiency has become paramount for HPC and large-scale sys-
tems overall sustainability [73, 74]. Moreover, it is now widely recognized
that computing is power bound [14], and some research claims that com-
puting energy efficiency must obtain improvements by up to ten orders of
magnitude to be able to solve major scientific problems [75].

A historically significant gauge for technological trends in computing ar-
chitectures is the HPC market. Given its extreme scaling needs, all compo-
nents of a computing system must be sustainable to be able to deploy and
maintain an HPC system successfully in operation. As soon as the first ef-
fects of the slowdown of the semiconductor laws became apparent, the HPC
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market was immediately affected. Figure 1.1 shows how technological dis-
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Figure 1.1: Evolution of the share of compute power per accelerator across the
first 100 positions of TOP500 supercomputer rankings since 2010.

ruptions affected the largest supercomputer installations across the globe:
both the multicore era and the rise of accelerated computing are visible in
the historical evolution of the TOP500 ranking. Starting from 2010s ac-
celerators have become a key factor for computing efficiency and essential
enablers for systems scale-out [76]. As shown by historical data, after the
multicore era, TOP500 systems began integrating GPU accelerators at an
increasing rate to keep up with computing demands: the evolution of large-
scale systems has been driven by the ability of GPUs to offer energy-efficient
massive parallelism.
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At the time of their introduction in the late 1990s, GPUs were special-
ized, fixed-function accelerators for graphics applications like video games
or scientific datasets visualizations [77]. The adoption of programmable uni-
fied shaders by NVIDIA in 2006 and, more importantly, the introduction
of CUDA [78] as the programming model for general-purpose computing on
graphics processing units (GPGPU), allowed GPUs to be gradually adopted
in HPC to accelerate an increasingly diverse spectrum of scientific workloads.
Lastly, the introduction of double precision floating-point arithmetic in 2010
(with the NVIDIA Fermi architecture) led to Titan, the supercomputer op-
erated by Oak Ridge National Laboratories and powered by NVIDIA GPUs,
being ranked as the world’s most powerful supercomputer in 2012. Since its
inception, the concept of GPGPU has been applied to all scientific computing
fields traditionally reliant on HPC resources to solve increasingly hard prob-
lems, and the importance of the single instruction, multiple thread (SIMT)
programming model introduced by CUDA is widely recognized as the key
enabling factor to leverage the new massively parallel architecture [79].

Starting from this accelerator-centric perspective, HPC applications must
provide efficient GPU-enabled implementations of their key algorithms. Large-
scale, tightly coupled (or synchronous) workloads are mapped to GPUs by
dividing the problem into smaller parallel tasks that can be executed simul-
taneously [80]. Examples of such workloads vary from linear algebra on large
tensors to solving differential systems on large domains [81]. In this kind of
workload the challenge shifts to parallel communication strategies instead of
computation, and load imbalance between tasks is usually small and limited
to boundaries. Massively parallel, throughput-oriented GPUs are the ideal
platform [82].

Heterogeneous task-based workloads, on the other hand, present chal-
lenges when mapped to GPUs due to potential load imbalance between
threads within warps and between warps in the same kernel. Previous work
on this class of algorithms focuses on loosely-coupled workloads, where data
dependencies between tasks (usually modeled as a directed acyclic graph)
are the major limiting factor for execution parallelism. Current approaches
focus on efficient scheduling of the task graph by means of runtime sup-
port [83, 84, 85, 86, 87] either via task stealing on work queues [88] or even
sophisticated thread coalescing based on their execution path [89].

When dealing with heterogeneous embarrassingly parallel workloads, on
the other hand, runtime approaches become less effective due to the workload
becoming heavily throughput-oriented : individual task’s execution time is
less important than overall system efficiency, and optimal occupancy of the
available hardware resources becomes paramount. This chapter presents a
novel approach to heterogeneous, embarrassingly parallel workloads based
on warp-synchronous [90] GPU kernels and applied to extreme-scale drug
discovery on pre-exascale HPC systems.

10



1.1 Use Case: Exascale Drug Discovery

In recent years, high-throughput virtual screening has been widely applied
in the early stages of the industrial computer-aided drug discovery process.
Indeed, this helped find novel drugs [91, 92, 93]. Several steps are required
to perform a virtual screening campaign [94]; however, the focus is on the
molecular docking step.

Many software tools have been created for this goal, both open [95, 96]
and closed [97, 98] source. There are two main approaches to the molecular
docking step: the first is deterministic, while the second favors a random-
based approach. Random-based approaches use well-known techniques to
create different poses of a ligand and measure their interactions with the
protein docking sites. Examples of these are MolDock [99] and Gold [100]
where genetic algorithms are used, or Glide [97] and MCDock [101] where
the technique used is Monte Carlo simulation. However, this approach has
a significant drawback since its results may only be partially reproducible.
This drawback may be a blocking issue for some pharmaceutical compa-
nies that refuse to start the expensive in-vitro and in-vivo phases without
a reproducible result. For this reason, a deterministic approach is often a
strict requirement. Examples of deterministic approaches are BIGGER [102],
DOCK [95], LiGen [61], and Flexx [98]. These approaches use determinis-
tic algorithms that can modify the shape of the ligands by leveraging their
torsional bonds. Many molecular docking applications were born as sin-
gle workstation applications; however, given the amount of complex elab-
oration that has to be performed, they quickly evolved into HPC applica-
tions. Surveys [103] highlighted that different techniques are currently being
studied to improve the capabilities of widespread software tools and scale
them to HPC machines. The prominent approaches adopt either scaling via
MPI [104] or manually distributing data via intermediate files via ad-hoc
solutions [105]. Given the general availability of GPU accelerators, though,
molecular docking applications are in the process of being ported to exploit
these co-processors [106, 107, 108, 109, 110, 23]. Early examples are Medu-
saDock [106], achieving a 1.54× overall speedup on time-to-solution, and
GeauxDock [109] achieving a 3.5× speedup. More recent examples obtain-
ing much larger advantages are PIPER [107] (17×), AutoDock-Vina [23]
(50×) and PLANT [108] (60×). The latest GPU porting of AutoDock [111,
112, 113] has been optimized for running on the Summit supercomputer [114]
to support COVID-19-related research. A new Autodock development was
recently released: Uni-Dock [115]. Uni-Dock increases the accuracy com-
pared to the Autodock and VINA GPU versions, making the execution ten
times faster thanks to batching. Uni-Dock tries to use heuristics, based on
the type of architecture, to execute a batch of inputs likely to fill the en-
tire memory of the GPU. Other approaches have improved performance by
using dedicated hardware for matrix computation. For example, Autodock
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Algorithm 1: LiGen virtual screening algorithm
Data: max_num_ligands
Input: ligand_library, target
Output: top_candidates

1 candidates← ∅;
2 foreach ligand← ligand_library do
3 candidates← candidates ∪ dock(ligand, target);
4 end
5 return top_n(candidates,max_num_ligands)

has been accelerated using NVIDIA tensor cores [116]. Using this approach,
they have achieved a 4× to 7× speedup in reduction operations, with an
overall reduction of 27% in docking time. LiGen is an HPC application that
implements an integrated workflow for extreme-scale pharmaceutical virtual
screening; it has been designed from scratch to scale-out on TOP500 sys-
tems and distributes the workload across computing nodes via MPI [117].
It is both an industrial application, being currently used in production by
Dompé Farmaceutici S.p.A, and a notable example of embarrassingly-paral-
lel, throughput-oriented workload in HPC. LiGen has been used to perform
the largest virtual screening campaign ever run (> 70 billion ligands and
12 viral proteins) during the COVID-19 pandemic outbreak [24] (see Sec-
tion 1.7). In this chapter, we focus on the efficient GPU porting of LiGen by
describing and analyzing two different parallelization approaches considering
the peculiarities of the target workload and GPU devices.

1.2 The Virtual Screening Application

LiGen [61] is a molecular docking application designed to run on HPC sys-
tems and adapted for extreme-scale virtual screening campaigns [24]. In this
chapter, we focus on the docking kernel because it is the most demanding re-
garding hardware requirements and computation effort, accounting for 90%
of the execution time.

Algorithm 1 presents the pseudo-code for virtual screening of an input
ligand library against a target docking site. The output lists the ligands with
the highest interaction strength with the target. The procedure is straight-
forward; we must dock each ligand from the input library to estimate its
interaction strength using a scoring function. When we have more than one
docking site, repeating the entire procedure for another target is possible,
generating a different set of best candidates. Domain experts will then com-
bine the data to select a global set of candidates to test in-vitro (or further
in-silico). Thus, we can focus on the single-target scenario without losing
generality.
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Algorithm 2: LiGen dock algorithm
Data: num_restart
Input: ligand, target
Output: best_pose

1 poses← ∅;
2 for i← 0 to num_restart do
3 pose← init_pose(ligand, i);
4 pose← align(pose, target);
5 pose← optimize(pose, target);
6 pose.validity ← is_valid(pose, target);
7 if pose.validity then
8 pose.score← score(pose.atoms, target);
9 else

10 pose.score← −∞;
11 end
12 poses← poses ∪ {pose};
13 end
14 return max_score(poses)

Algorithm 2 describes in more detail all the steps LiGen uses to dock
a ligand inside a target. The overall algorithm is a gradient descent with
multiple restarts [118]. At each restart, we generate an initial pose (line
3) by rotating the ligand’s rotamers using a heuristic that maximizes the
distance among the iterations in the conformation space of the molecule.
The gradient descent procedure is composed of two operations. The first
considers the molecule to be a rigid body to align with the docking site (line
4). In contrast, the second uses the internal molecule flexibility to optimize
its shape for the target and performs a local minimization (line 5). We
use a geometric score to define the gradient that drives the docking. To
select the most suitable pose, we need to re-score the poses using a scoring
function that considers physical and chemical properties (line 8). To avoid
useless computation, we do not compute the scores of molecules (line 10)
that clash internally or with the protein (lines 6,7). Finally, among all the
ligand’s poses, we are interested only in the one that yields the highest
score (line 14). From the algorithm description, we can notice how a pose
evaluation is independent of the others. We can generate many ligands by
simulating known chemical reactions, making the virtual screening problem
embarrassingly parallel. LiGen uses these properties to distribute the input
ligand library across different nodes [24] and to offload the computation to
GPUs. In this chapter, we explore two strategies to implement the algorithm
in CUDA that use drastically different design choices to leverage hardware
parallelism.
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1.3 Architecture of GPU Accelerators

While CPUs are latency-optimized processors, GPUs are throughput-opti-
mized processors. On NVIDIA architectures, the underlying design pillar
that embodies this principle is reducing non-compute silicon as much as pos-
sible, resulting in large arithmetic logic units (ALUs) and simplified, shared
execution control units. A GPU accelerator is subdivided into multiple
streaming multiprocessors (SMs), and each SM is again subdivided into 4×
streaming multiprocessor sub-partitions (SMSPs): the SMSP is the actual
execution unit.

In CUDA, threads are arranged hierarchically, whereby they are grouped
into blocks and then launched in grids [119]. These threads and blocks may be
grouped in a three-dimensional structure, allowing for efficient organization
and execution of instructions.

The most immediate consequence of the simplified execution control is
lockstep execution and the associated SIMT architecture. SIMT architecture
is similar to SIMD in that one instruction controls multiple processing ele-
ments. The main difference is that SIMD exposes its width to software, while
SIMT handles the execution and branching of individual threads. Unlike
SIMD, SIMT allows programmers to write both independent, scalar thread
code and data-parallel code for synchronized threads. NVIDIA GPUs group
threads of execution in units of 32 threads [119] called warps: each thread in
the same warp executes the same instruction a the same time. The CUDA
programming model supports conditional branches, though: when threads of
the same warp take different paths from the same conditional branch, the ef-
fects of threads divergence become apparent as a non-negligible performance
loss. It is worth noting that allowing divergent threads on a SIMT architec-
ture is a collaborative effort between the compiler and the GPU hardware.
For each conditional branch on the control flow graph (CFG) of the input
kernel, the CUDA compiler generates a diverge instruction; at the same
time, it identifies the CFG node that post-dominates the branch and gen-
erates a reconverge instruction. Those instructions manipulate a divergence
stack maintained by the GPU hardware: a diverge instruction pushes infor-
mation about the threads that must be active while executing the predicated
control flow; a reconverge pops from the same stack, closing the current top-
level conditional branch. If both paths of a conditional branch have active
threads, both must be executed one at a time: although SIMT behavior
can generally be ignored for correctness, avoiding thread divergence within
warps can significantly improve performance.

As with threads, GPU memory is also hierarchically organized. There
are 3 different memory levels in an NVIDIA accelerator:

• Global memory: the slowest (2TiB/s of bandwidth on A100) and largest
memory (up to 80GB on A100) available on the accelerator. It is shared
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by all threads running in the kernel grid.

• Shared memory: a small, low-latency, software-managed, high-bandwidth
memory shared among the threads of a block, and accessible by all of
them.

• Registers: the fastest memory space available to threads. Each SM has
65536 32-bit registers that are partitioned among the threads of the res-
ident blocks. Along with the amount of shared memory, the number of
registers required per thread determines how many blocks can concurrently
run on an SM (also known as occupancy).

It is paramount that all levels of the memory hierarchy are used optimally:
global memory must be accessed following specific patterns only (i.e., regu-
larly strided), and shared memory is usually leveraged as a software-managed
cache. Due to the complete absence of speculative features (e.g., prefetchers)
and the sheer amount of load/store executed by a large number of threads,
spatial and temporal locality of memory accesses are paramount on a GPU.

1.4 Latency-Optimized Kernels for Task-Based Work-
loads

The first implementation we will analyze is the latency implementation. This
approach aims to keep a synchronous interface, where a single ligand is
docked on the GPU in every host call to the dock function. This approach
is the same as the previous implementation of LiGen [120, 24] and allows us
to focus only on the acceleration of the kernels without having to modify the
whole application structure, thus purely following Algorithm 1 for screening
a ligand library. On the GPU, we distribute the operation that we have to
perform as much as possible, trying to make each kernel as parallel (and
fast) as possible (Figure 1.2). This approach is the most straightforward
and traditional one, and it is the same followed by most of the GPU porting
for molecular docking (e.g., AutoDock-GPU [111, 112]). Figure 1.3 provides
an overview of the approach regarding the main parallelism exploited and
execution phases. The idea is to execute all the iterations for the loop at line
3 of Algorithm 2 in parallel. To reach this goal, we must perform each step
of the computation on all the poses as shown in Figure 1.3. The CUDA grid
for each kernel launch is set to have enough execution resources to cover the
different ligand poses. We implemented all the steps using at least one kernel
to increase the exposed parallelism. In this way, we can execute in parallel
the internal loops required to carry out the computation. In particular,
for the init_pose step, each CUDA thread updates the position of a single
atom. For the align step, we use two kernels. The first one evaluates all
the rigid transformations for all the poses in parallel, where each CUDA
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Figure 1.2: Task-to-resources mapping for the latency-oriented strategy on the
GPU. Execution time (x axis) is kept optimal by allocating the largest possible
resources to each task. Multiple warps process a task, and each task consumes all
the resources available on a GPU streaming multiprocessor (SM).

thread updates the displacement atoms and computes the gradient value.
The second kernel performs a reduction to find the optimal alignment for
the ligand and updates the displacement of the atoms accordingly. In the
optimize step, we need to evaluate each rotamer sequentially to preserve
the ligand geometry. We use two kernels to evaluate a single rotamer using
an approach similar to the align step. Besides rotating and computing the
gradient value, the main difference is that each CUDA thread needs to check
if the rotamer’s angle leads to an internal clash. For the is_valid step, we
use two different kernels to check whether there is a clash with the protein or
an internal one. In both cases, the distance between each atom pair has to
be calculated. An early exit is performed when we detect a bump between
atoms, a condition that would lead to an invalid pose.

By computing poses using the parallelism at the grid level, these kernels
aim at minimizing the execution time of each task, hence the latency name.
As depicted in Figure 1.2, each task is assigned the largest possible amount
of execution resources to run in the shortest time possible, usually a whole
SM.

To maximize the GPU utilization, we rely on a multi-threaded approach
to instantiate several different kernels on different CUDA streams. Every
ligand will be tied to a host thread controlling an asynchronous execution
queue (CUDA stream) and a dedicated, pre-allocated GPU global memory
area. This first optimization saves memory operations since this memory
space is not linked to the docking of a single ligand but is tied to the appli-
cation’s lifetime. The drawback of this approach is that we need to allocate
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Figure 1.3: Logical mapping on how the latency approach hinges on GPU par-
allelism to accelerate the execution time. Each step is implemented using at least
one dedicated kernel.

the worst case space, which must be known at compile time. However, this is
not a critical issue since, for each virtual screening campaign, the maximum
size of a molecular graph is known and an important chemical parameter
taken into account by the pharmaceutical scientists. Moreover, some data
structures (such as the one that represents the target pocket) can be shared
among all the threads using the same GPU: this is possible since they are
read-only data structures.

The access to the pocket does not follow a coalesced pattern; instead,
it is given by the atom’s cartesian coordinates and, for this reason, has a
random pattern. Random accesses are a costly operation in GPU since they
prevent efficient transactions to/from the global memory. However, GPU
texture caches allow organizing data in 2D or 3D spaces and are optimized for
semantic data locality: locality becomes n-dimensional in space. Rotations
and translations in three-dimensional space will always interact with local
atoms since chemistry limits the size of the rigid fragment. For this reason,
we use the texture cache to store the protein pocket values. Moreover, to
be able to perform coalesced memory accesses on multi-dimensional arrays
from different blocks, we extensively use CUDA pitched arrays [119] to store
temporary tensors that are needed across kernels: by respecting alignment
constraints, they guarantee optimal memory layout.
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Figure 1.4: Task-to-resources mapping for the throughput-oriented strategy on
the GPU. Execution time (x axis) is worse than with the latency-oriented approach,
but each task is granted a fixed, minimum amount of resources. A single warp
processes a task, and multiple tasks can be fit into the resource pool of a single
GPU streaming multiprocessor (SM).

1.5 Throughput-Optimized Kernels for Task-Based
Workloads

The second version of the application is the batched (or throughput-oriented)
implementation. This implementation follows a different paradigm from the
previous approach: instead of using the whole GPU to process a single ligand
at a time, we pack it with as many ligands as possible that are processed in
parallel (using fewer resources per ligand) as depicted in Figure 1.4. This
approach follows a paradigm similar to the NAS [121, 122] benchmark suite,
where its throughput efficiency is leveraged to measure peak floating point
performance of a GPU. Adopting this approach is possible since the amount
of data per ligand is limited (up to 20 kB input and 1MB output), and thus
we can upload on the GPU a much greater number.

When optimizing for throughput instead of latency, the time to process
a single ligand (tbatch) will be greater than the time required by the previous
implementation (tlatency); however, many more ligands will be processed in
parallel during the overall kernel execution time (tbatch). As long as the size of
the batch of ligands processed in parallel is greater than tbatch/tlatency, this
implementation is expected to deliver higher throughput than the latency
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Figure 1.5: Logical mapping on how the batched approach hinges on GPU par-
allelism to accelerate the execution time. All the steps are implemented in a single
kernel.

one since it reduces to the minimum the number of synchronization points.
When we focus on the kernel design, we must take a completely different

approach. The main idea is to parallelize the loop at line 2 of Algorithm 1
and to implement all the steps in Algorithm 2 sequentially in the same kernel.

The starting point is to adopt a warp-synchronous [90] approach to kernel
writing. The underlying idea is to use each warp as an autonomous execu-
tion unit, each one processing whole tasks, without having the task itself
spread across multiple warps in the same block. This way, the size of a block
becomes irrelevant as long as the number of threads per block is a multiple
of the warp size (32 threads). After an extensive search of the parameter
space, we found the optimal configuration to be 1 warp per block on both
NVIDIA V100 and A100 GPUs. A CUDA thread may process more than
one atom when the molecule has more than 32 atoms and conversely some
remainder threads are inactive if the molecule has less than 32 atoms. We
launch the kernel over an amount of ligands enough to cover the GPU par-
allelism. Figure 1.5 provides a schematic view of the logical mapping. It is
important to note that using a single warp to compute a ligand implies that
all reductions become warp-wide synchronous operations: we perform those
with a mix of CUDA warp intrinsics and CUDA cooperative groups [119].
In this implementation, external parallelism (CUDA grid) is addressed by
docking multiple ligands simultaneously, while thread-level parallelism by
distributing the set of operations on the atoms of a single ligand over a
single warp.

To make this approach effective, we need to address some critical as-
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pects. The obvious one is that we need a large number of ligands to fully
utilize the GPU. This is not a concern since, as mentioned in Section 1.1,
the virtual screening task we are targeting considers a large chemical space
(up to millions or billions of candidate molecules). The second one is that,
since we are processing batches of ligands concurrently, the overall kernel
time will be dictated by the slowest warp of the grid, i.e., the warp assigned
to the ligand that requires more operations. Since our kernels’ latency is
data-dependent, we need to balance the size of the ligands that are collected
in a single batch. It is also important to efficiently use registers and shared
memory, two precious and scarce resources on NVIDIA GPUs. To make
the throughput kernels run as fast as possible, temporal locality (i.e., atom
coordinates and fragments indices) is leveraged in registers and shared mem-
ory. Since this requires defining the resources used by the kernels at compile
time, balancing the sizes of the ligands in the batches allows for maximizing
the usage of those statically allocated resources. The optimal grid shape is
obtained by a parameter search campaign on any new GPU architecture the
application is deployed to. To manage load imbalance, we cluster incoming
ligands in 5 different batches according to their number of atoms, obtained
by analyzing statistical distributions of production data sets: (0, 32], (32, 64],
(64, 96], (96, 128] and (128, 160]. A beneficial side-effect of statically known
batch sizes is the ability to compile multiple versions of the same kernel,
each instantiated on the constant upper bound of each range: this allows for
precise resource (i.e., registers and shared memory) management and opti-
mization. Thus, the size of each batch is set equal to the maximum number
of warps that can be concurrently active on all SMs on that specific kernel
launch. We determined this number by using Equation 1.1.

l = b× SM × t

ws
(1.1)

In Equation 1.1, we compute the size of each batch l, where SM is the
number of SMs available on the GPU, ws is the warp size, and b is the number
of blocks that can run on the same SM for any given kernel. Section 1.6 uses
an NVIDIA A100 GPU to validate the approach. However, since we compute
the number of ligands l for each bucket using a query to the CUDA runtime,
the proposed methodology is agnostic about the target architecture. Indeed,
we efficiently deployed LiGen on systems also equipped with V100 and H100
NVIDIA cards. The proposed methodology was able to adapt the number
of ligands accordingly.

Moreover, since the optimize step needs to process the ligand’s rotamers
sequentially, we can introduce a strong imbalance if we bundle in the same
batch ligands with a different number of rotamers. For this reason, we also
need to cluster the ligands by their number of fragments. We decided to
group them by four (i.e., ligands with 0-3 fragments clustered in one batch,
ligands with 4-7 fragments in another). This strategy is a trade-off between
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Clustering by 
#torsional bonds

Complete batch 
to GPU

Clustering by 
#atoms

Input ligands

Figure 1.6: Graphical representation of the batch formation process. Incoming
ligands are clustered according to their characteristics: first by the number of atoms,
then by the number of torsional bonds. When a bucket is full, i.e., when the amount
of ligands is enough to allocate all GPU resources, the batch is executed.

maximizing ligands similarity and avoiding a combinatorial explosion of the
number of batches. Considering all the resulting ligand clusters, we have
a matrix of buckets where we collect ligands with similar features. This
clustering process is depicted in Figure 1.6.

1.6 Experiments

This section compares the two implementations in terms of application through-
put (i.e., time-to-solution) on different datasets. Given that the target molec-
ular docking application has a highly data-dependent throughput, we per-
formed four types of analyses by changing the characteristics and size of
ligand libraries.

The first one takes considers uniform datasets (preprocessed datasets),
where the input ligands have been clustered ahead of time according to their
characteristics in terms of the number of atoms and fragments. The goal
of this analysis is to highlight the different performance trends free of noise
introduced by the different sizes and flexibility of the target molecules.
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The second analysis focuses on the application’s throughput scaling ac-
cording to the dataset’s size (see Paragraph 1.6.2). In this case, we want to
know whether each strategy is always optimal or, as expected, it depends
on the size of the dataset. In this second circumstance, we are particularly
interested in finding the dataset size that triggers the optimality change.
This analysis is performed on preprocessed and real-world datasets, where
the molecule size and flexibility are unknown a priori.

The third analysis refers to the performance of both implementations on
real-world public datasets from the MEDIATE [62] initiative. The datasets
are characterized by large compounds and varying chemical characteristics:
for this reason is considered representative of an actual virtual screening
campaign.

Finally, in Paragraph 1.6.2 and Paragraph 1.6.4, we report an in-depth
analysis of the workload using the instruction roofline methodology. This
analysis has been performed to better understand the different resource uti-
lization for the two implementations.

The benchmarking machine is equipped with 2× AMD Epyc 7282 CPUs
and one NVIDIA A100 GPU attached via PCIe.

1.6.1 Preprocessed Datasets

The first set of experiments aims at showing the throughput of the two im-
plementations when we are running at the best of the application capabilities
(i.e., we recorded the average throughput, which is the total number of items
processed since the application launch divided by the total execution time
of the application, when its value reaches the steady state). We have docked
several uniform datasets of 50K ligands, each with fixed characteristics in
heavy atoms and fragments. The range is between 20 and 50 heavy atoms
and 1 and 20 fragments. In this context, we define every non-hydrogen atom
part of the molecule as a heavy atom. We need to point out that for the
batched implementation, having the same number of heavy atoms does not
mean that all the ligands belong to the same batch since LiGen groups them
according to the total number of atoms, which also includes the hydrogens.
The ranges of heavy atoms and molecule fragments are chosen considering
the ones available in commercial databases. Figure 1.7 and Figure 1.8 report
the throughput reached by the two implementations for each uniform dataset
from two different perspectives. Figure 1.7 plots the varying throughput ac-
cording to the change in the number of fragments (x-axis) while considering
a fixed number of heavy atoms: this feature heavily impacts the throughput.
The two implementations show similar behavior, going from a high through-
put value with 1 fragment to slowing down more as the number of fragments
increases. However, if we look at the y-axis, we can notice that the batched
implementation is, on average, three times faster than the latency one.

In Figure 1.8, we plot the variation in the throughput at the change of the

22



number of atoms (plotted on the x-axis) while keeping the number of frag-
ments constant. We can notice that, in this case, the behavior is different.
When we change the number of atoms with a constant number of fragments,
the latency implementation has a negligible throughput degradation, while
the batched implementation has a more significant throughput loss. How-
ever, since it starts from a higher throughput, it still performs better than
the latency implementation, in the worst case, by 1.37×.

To conclude this analysis, we can see in Figure 1.9 the heatmap of
the speedup obtained by the batched implementation compared to the la-
tency implementation, with several datasets of 50K ligands. As we can see,
the batched implementation is always better than the latency one, given
this dataset dimension on a single GPU. However, we can notice that the
amount of speedup changes according to the characteristics of the ligands:
the batched implementation behaves dramatically better with fewer atoms
and a higher number of fragments.

1.6.2 Scaling Analysis

With this experiment, we aim to find the minimal dataset size to reach
throughput optimality with both implementations and are interested in see-
ing how the ligand composition affects this size. We use two different datasets
with homogeneous and heterogeneous ligands for this analysis. We consid-
ered a set of molecules with 35 heavy atoms and 12 fragments within the
first dataset. This dataset has been selected based on the average values for
ligand size and flexibility from the ligands considered in the previous sec-
tion. The second dataset includes a heterogeneous mix of ligands from all
previously considered libraries.

Figure 1.10 shows the growth of the throughput (y-axis) at the vary-
ing of the dataset size (x-axis). As we can see, the latency implementation
outperforms the batched implementation with small datasets. This happens
because the batched implementation waits until the batch size is reached
and distributes the computation on different CUDA warps. If the dataset is
too small and does not reach the size of the batch, we will underutilize the
GPU, which explains why in these circumstances, the latency implementa-
tion performs better. However, after a certain threshold, we can see that
the batched implementation overtakes the latency implementation (with al-
most exponential growth) until it reaches its saturation point (with a total
speedup of around 3.5×). This behavior is observed in both the homo-
geneous dataset (purple and yellow lines) and the heterogeneous one (blue
and red lines). The only difference between the two is when the batched
implementation overtakes the latency one, and this happens for the homo-
geneous dataset one order of magnitude earlier. We can also notice that the
growth phase of the batching application when using a mixed dataset ends
at almost 106 ligands. This means that to get the maximum out of this
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implementation, we need to dock a large dataset with at least 106 ligands
for each GPU involved in the computation. On the other hand, for the ho-
mogenous dataset, 20K ligands are enough to reach a steady state. Finally,
it is interesting to notice the fluctuations of the throughput in the yellow
line (homogeneous batched implementation). As mentioned, the batches are
created according to the total number of atoms, including hydrogens, and
some ligands are processed in different batches. When many buckets are
processed, even if they are not completed (i.e., small batches), the resources
are not well used, resulting in a performance loss. The higher the number
of ligands, the lower the probability of falling in this situation, which can be
noticed by the fluctuation reduction while increasing the dataset size. The
higher the number of ligands, the lower the probability of falling into this
situation, which can be noticed by the reduced fluctuation at an increased
the dataset size.

1.6.3 Real World Datasets

Finally, we want to evaluate the performance of the two implementations on
real-world datasets. These datasets come from the MEDIATE [62] initiative
and contain libraries including ligands from different categories: commercial
compounds, natural products, drugs, and peptides.

The Commercial category represents compounds already available on the
market [123]. This set is clustered in three libraries where molecules are se-
lected according to their molecular weight (MW). The first contains ligands
with a molecular weight lower than 330 (MW330-), the second set has ligands
with a molecular weight between 330 and 500 (MW330-500), and the last one
contains all the ligands with a molecular weight higher than 500 (MW500+).
The Drugs category contains known drugs, including the set of safe-in-man
drugs, commercialized or under active development in clinical phases. The
Natural category contains two sets of molecules: Foods and Natural Products
taken from the FooDB [124] online database. Finally, Peptides were gener-
ated by mixing in a combinatorial way all 20 natural amino acids. They are
collected in three files according to the number of amino acids that compose
the peptide. In particular, 2AA contains dipeptides (peptides formed by two
amino acids), 3AA contains tripeptides, and 4AA contains tetrapeptides. All
peptides have been constructed with an extended structure and optimized
with MOPAC [125]. They have been protected with acetylation of the N-
terminal and the addition of amide in the C-terminal. Since they are built
by a combination of the 20 amino acids found in nature, the total amount
of peptides is quite low and not evenly distributed. To better contextualize
the different sets concerning the analysis done in the previous subsections,
a characterization of them in terms of the size of the ligand library, number
of heavy atoms, and rotatable bonds, has been performed (Table 1.1).

Figure 1.11 reports the observed throughput for the two approaches on
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the MEDIATE datasets. We can notice that the batched version strongly
outperforms the latency implementation on the largest files (the Commer-
cial compounds with the different molecular weight). This is expected since
we are considering 5 million molecules, which heavily exceeds what we have
found to be the cross-over point (Paragraph 1.6.2). However, the remain-
ing files are smaller. There are, in particular, two datasets (Drugs and
Peptides_2AA), where the batched version is unable to reach its optimal
performances and a throughput good enough to be better than the latency
implementation. The first dataset has 14K ligands, which should be enough
for the scaling analysis to exceed the latency implementation’s performance
at least. However, it cannot reach a good throughput because it is heavily
unbalanced. Thus, at run time, it forces the execution of several almost-
empty batches, which is detrimental to the overall execution. On the other
hand, the Peptides_2AA is a minimal dataset, and even if it is quite uniform,
it still does not have enough data to outperform the latency implementation.
In all the remaining libraries, the batched implementation performs closely
or better than the latency but cannot reach a steady state.

1.6.4 Micro-Architectural Profiling

The previous analysis shows that the batched implementation has a slow
start but a better overall throughput. Now, we want to analyze the two im-
plementations more in-depth to find the reason behind this result, given that
the batched implementation’s performance improvement goes beyond the re-
duction in the grid-level synchronization. To reach this goal, we will charac-
terize both workloads in terms of execution profiles, applying the instruction
roofline methodology [126], using GIPS (Giga Instructions Per Second) to
assess and measure performance on an input dataset constructed to be rep-
resentative of different molecule categories from real-world datasets [62].

We now consider the dimensions that affect the computational complexity
of the workload, namely the number of atoms and rotatable bonds. We

Table 1.1: MEDIATE dataset characterization. For each library, its size and the
average values (± standard deviations) for the number of heavy atoms and rotatable
bonds is reported.

Library Size #Heavy Atoms #Rot. Bonds
Comm. MW330- 1.9M 18.06 ± 4.05 3.65 ± 1.79
Comm. MW330-500 2.8M 28.12 ± 3.70 5.71 ± 2.11
Comm. MW500+ 250K 38.46 ± 4.83 8.35 ± 3.52
Drugs 8.8K 29.04 ± 12.89 6.87 ± 5.66
Foods 65.5K 51.06 ± 18.88 37.91 ± 20.45
Natural Products 263.5K 30.94 ± 13.03 6.35 ± 6.10
Peptides 2AA 400 20.07 ± 3.33 7.60 ± 1.77
Peptides 3AA 8K 29.05 ± 4.07 11.40 ± 2.16
Peptides 4AA 160K 37.40 ± 4.71 15.20 ± 2.51
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cannot analyze all possible combinations of atoms and fragments. Therefore,
we analyze the application performance with three clusters of molecules. The
characteristics of the clusters have been chosen in an attempt to highlight
different levels of complexity. A sample molecule was randomly selected from
the test dataset for each cluster and then duplicated. The duplicate of the
molecule in each cluster coincides with the suggested batch size, as described
in Section 1.5. A uniform input dataset allows for homogeneous execution
paths across all warps involved in a single kernel grid, especially for the
batched implementation where each warp handles different input ligands.
The results of this analysis would be the same if, instead of an artificial
dataset composed of a duplicated molecule, we used a dataset composed of
different ligands referring to the same batch. The test molecule clusters have
been defined as:

• Small : (0, 64] atoms, 1 rotatable bond, batch of 1920 molecules;

• Medium: (64, 96] atoms, 12 rotatable bonds, batch of 1600 molecules;

• Large: (96, 160] atoms, 20 rotatable bonds, batch of 960 molecules.

Since the goal is to understand why the steady state throughput varies across
the two approaches, we focus our analysis on each implementation’s CUDA
bottleneck kernel. For the latency version, this is the kernel that performs
the ligand fragment optimization (lines 10-16 in Algorithm 2, accounting for
92% of the overall docking pipeline’s runtime).

Resources Allocation

We first analyze the static resource allocation to understand the conse-
quences of different design principles between the two approaches.

In Figure 1.12, the maximum amount of ligands allocated on a single SM
is shown. While the latency version dedicates all the resources within an
SM to a single ligand, the batch version allocates multiple ligands to a single
warp, allowing for multiple concurrently running ligands in a single SM. In
the latter implementation, the registers per thread are the limiting factor for
the ligands allocation to an SM. Therefore, the number of ligands assigned
to an SM decreases with the increment of their complexity.

This has two consequences: on the one hand, the latency implementation
has a more consistent behavior that does not depend on the ligand size;
on the other hand, the batched implementation is strongly influenced by
the data size. It has an optimal behavior with small ligands and degrades,
increasing the size of the ligand.

Moreover, we can see that the batched implementation can process more
ligands per SM, which allows it to reduce the overheads when launching the
kernels since it will have fewer kernels to launch. Indeed, while in the latency
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implementation, we have to launch at least one kernel per ligand, we process
between 960 and 1920 ligands with a single kernel in the batched one.

Roofline Analysis

In this section, we compare the use of computing resources for the two imple-
mentations to understand if this could explain the performance differences.
In this analysis, we are more interested in the differences between the two
implementations than in their absolute values. We present a comparison
between different roofline plots [126] produced by measuring the execution
behavior of both approaches via the NVIDIA NSight [127] profiler for both
instruction performance (Figure 1.13) and shared memory utilization (Fig-
ure 1.14).

In particular, in Figure 1.13a and Figure 1.13b, we report the instruc-
tion issued roofline. These rooflines are obtained by considering all kinds
of warp-level instructions issued. From these two graphs, both application
implementations are not memory-bound. Moreover, we use the GPU appro-
priately since we are close to the roof. If we look at their behavior regarding
the size of the different molecules, we can notice a difference in the two im-
plementations. On the one hand, in the batch implementation, the amount
of GIPS decreases with larger molecules; on the other hand, in the latency
implementation, the GIPS value increases with larger molecules. This is ex-
pected due to respective scaling design choices: on the latency version, we
improve the number of instructions because the efficiency of the kernel is
constant; thus, with bigger molecules, the amount of data to feed the GPU
increases. On the other hand, in the batched implementation, we use more
registers to store bigger ligands, which results in fewer active threads per SM
and decreases the number of instructions issued.

These two plots also provide insight into cache reuse: the horizontal
distance between points of the same molecule class represents the cache’s
ability to satisfy a request. The larger the distance between two points,
the more data can be reused in the highest-level memory (i.e., the distance
between L1 and L2 caches represents the ability of the L1 cache to serve the
read request).

The latency implementation (Figure 1.13a) shows regular cache reuse
across molecule classes, and we can notice that the reuse of the L2 cache
increases with the size of the ligands; we can see from the image that the dis-
tance between the red symbols (L2) and purple symbols (HBM) are greater
when comparing squares (Small ligands) with circles (Large ligands). On
the other hand, the batched implementation (Figure 1.13b) has a high L1
reuse for Small, but the L1 arithmetic and instruction intensities are ∼ 10×
lower than L2 and HBM values. However, larger molecule classes begin to
rely heavily on L2 cache: this can be seen by the fact that the HBM arith-
metic and instruction intensities are ∼ 100× higher than L1 and L2 values.
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This also strengthens the idea that the batched implementation has better
behavior with small molecules but degrades with the data size growth.

The second set of images reports the shared memory roofline (Figure 1.14a
and Figure 1.14b). They are obtained by measuring both warp-level load/store
instructions issued and shared memory transactions performed. The x-axis
indicates how efficient the kernel is in terms of shared memory access within
the interval between no bank conflict and 32-way bank conflicts. It is the
ratio between the number of shared load and store instructions issued by
warps and the actual number of shared memory transactions. For example,
in case of no conflict, we can accommodate the load/store operations of all
warp threads in one shared memory transaction; on the contrary, we need
to serialize all of them. The y-axis represents the number of shared memory
load/store instructions per second. Both implementations show little to no
impact due to shared memory bank conflicts and, thus, an efficient access
pattern.

From this analysis, the two implementations look similar, with the batched
one showing a slightly better utilization of the GPU for small ligands. At the
same time, the latency kernel is more efficient for large ligands. However,
this analysis is unable to explain the speedups that we have found from the
experiments done up to this point.

Instruction Mix

In this section, we want to investigate the execution profiles of the two im-
plementations to gain more insight into them. The results of this analysis
are reported in Figure 1.15.

Figure 1.15a reports the occupancy, defined as the ratio between sus-
tained and peak percentage of active warps per SM (measured by relevant
performance counters1). Occupancy is one of the factors that can be used
to improve performance. However, there are others since it is possible to
reach optimal performances by decreasing the occupancy and having more
registers per thread [128]. For this reason, we are not interested in the ab-
solute value in this graph, but we are looking at the comparison between
the two implementations. Both implementations show a comparable degree
of SM occupancy. We can notice that while for batch, it decreases with an
increasing molecule complexity (more registers used), for latency, the be-
havior is uniform. This analysis does not provide insight into the difference
in throughput but helps explain why the advantage of using the batched
implementation decreases with larger molecules.

Figure 1.15b reports the efficiency, defined as the degree of thread predi-
cation across all the instructions executed in a single SMSP [119] (measured

1sm__maximum_warps_per_active_cycle_pct and
sm__warps_active.avg.pct_of_peak_sustained_active respectively
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by relevant performance counters2). Both implementations show high exe-
cution efficiency and thus low degrees of thread predication. Slightly lower
efficiency in batch is ascribed to molecule sizes not being a multiple of the
warp size. This plot demonstrates how both implementations are efficient in
the use of resources.

Finally, Figure 1.15c reports the instruction mix, defined as the percent-
age of instructions executed in a single SMSP grouped by instruction type:

• fp: floating point instructions (any precision, including scalar, FMA,
and tensor),

• int: integer instructions (any integer data type),

• mem: memory operations (load/stores),

• cf: control flow operations,

• comm: inter-thread communication and synchronization,

• misc: everything else including bit-wise operations and casts

Table 1.2 lists the ncu metrics used to measure instructions and data oper-
ations on the GPU cores. Translation from the legacy nvprof metrics used
in [126] and their ncu counterparts used in this chapter has been carried
out according to [127]. There are two interesting pieces of information in
this figure. The first one is that the largest part of the operation done is
integer arithmetic. This is expected since they comprehend index calcula-
tions, and the Score function used to select the best pose is a sum over
integer values. Moreover, if we look at the latency implementation, it has
a large (20% to 40%) of comm instructions that almost completely disap-
pear in the batched implementation. These comm instructions are mostly
due to the design of the latency kernel, requiring synchronization between
multiple warps to perform block-wide reductions. As mentioned, we need
to process all the fragments sequentially in the pose optimization phase. To
analyze the impact on the performance of the check_bump kernels, we have
run both implementations without the early exit from this loop and report
the result in Figure 1.16. The advantage in terms of speedup in using the
batched approach has been reduced a lot and reached a maximum value of
2× only for very small ligands. This is expected since the previous analysis
shows that the batched approach is more efficient for small molecules. On
other molecule dimensions (i.e., larger in terms of atoms and fragments) the
speedup is slightly above 1, including a slight slowdown for the bottom left
corner. This analysis confirms that the management of the early exit con-
dition is the tie-breaker between the two implementations since the batched
version can be used without introducing much synchronization overhead.

2smsp__thread_inst_executed.sum for thread-level instructions,
smsp__inst_executed.sum for warp-level instructions

29



The latency implementation demonstrates consistent performance across
molecule classes regarding performance, occupancy, and instruction through-
put. This is due to its design principle of scaling computing resources based
on the complexity of the input ligand.

On the other hand, the batch implementation uses a fixed amount of
computing resources allocated to a batch of input ligands and deals with the
increasing molecules’ complexity by increasing the amount of work a single
warp must carry out. Moreover, this second implementation has its best be-
havior with small molecules, and its performances have a slight degradation
when increasing the data size because fewer compute resources are used since
we need more registers for the data, thus decreasing the number of active
threads.

We have seen that a batched method provides a significant benefit, pri-
marily because processing a ligand with a warp can eliminate most syn-
chronization issues among warps in the same SM. This is fundamental in
the check_bump function because it allows the exploitation of the early exit
condition without introducing too much overhead.
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Derived Metric Metrics (ncu)

Timing sm__cycles_elapsed.avg
sm__cycles_elapsed.avg.per_second

FLOP

sm__sass_thread_inst_executed_op_dfma_pred_on.sum
sm__sass_thread_inst_executed_op_dmul_pred_on.sum
sm__sass_thread_inst_executed_op_dadd_pred_on.sum
sm__sass_thread_inst_executed_op_ffma_pred_on.sum
sm__sass_thread_inst_executed_op_fmul_pred_on.sum
sm__sass_thread_inst_executed_op_fadd_pred_on.sum
sm__sass_thread_inst_executed_op_hfma_pred_on.sum
sm__sass_thread_inst_executed_op_hmul_pred_on.sum
sm__sass_thread_inst_executed_op_hadd_pred_on.sum
sm__inst_executed_pipe_tensor.sum

Thread Instructions smsp__thread_inst_executed.sum /32

L1 Global Transactions l1tex__t_sectors_pipe_lsu_mem_global_op_ld.sum
l1tex__t_sectors_pipe_lsu_mem_global_op_st.sum

L1 Shared Transactions l1tex__data_pipe_lsu_wavefronts_mem_shared_op_ld.sum
l1tex__data_pipe_lsu_wavefronts_mem_shared_op_st.sum

L2 Transactions

lts__t_sectors_op_read.sum
lts__t_sectors_op_atom.sum
lts__t_sectors_op_red.sum
lts__t_sectors_op_write.sum

DRAM Transactions dram__sectors_read.sum
dram__sectors_write.sum

Warp Instructions smsp__inst_executed.sum

Warp global load/store smsp__inst_executed_op_global_ld.sum
smsp__inst_executed_op_global_st.sum

Warp shared load/store smsp__inst_executed_op_shared_ld.sum
smsp__inst_executed_op_shared_st.sum

DRAM bytes dram__bytes.sum
L2 bytes lts__t_bytes.sum
L1 bytes l1tex__t_bytes.sum
Inst. mix: integer sm__sass_thread_inst_executed_op_integer_pred_on.sum
Inst. mix: control flow sm__sass_thread_inst_executed_op_control_pred_on.sum
Inst. mix: thread comm. sm__sass_thread_inst_executed_op_inter_thread_communication_pred_on.sum
Inst. mix: memory sm__sass_thread_inst_executed_op_memory_pred_on.sum

Inst. mix: misc.
sm__sass_thread_inst_executed_op_bit_pred_on.sum
sm__sass_thread_inst_executed_op_conversion_pred_on.sum
sm__sass_thread_inst_executed_op_misc_pred_on.sum

Table 1.2: Metrics for the Instruction Roofline Model and Instruction Mix anal-
ysis.
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Figure 1.7: Throughput of the two implementations with the different datasets,
organized by the number of atoms and increasing the number of fragments on the
x-axis.
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Figure 1.8: Throughput of the two implementations with the different datasets,
organized by the number of fragments and increasing the number of atoms on the
x-axis.
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Figure 1.9: Speedup heatmap of batched versus latency for different homogeneous
datasets of 50K ligands with the same characteristics.
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Figure 1.10: Single GPU throughput behaviour with varying input dataset size
for all the presented approaches. While the latency-optimized kernel dominates the
throughput-optimized one on small datasets, after the break-even point at around
1000 ligands the latter scales up to a sustained 1600 ligands per second.
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Figure 1.11: Throughput comparison on the Mediate dataset.
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Figure 1.13: Roofline analysis comparison between latency (top) and batch (bot-
tom) on instruction performance.
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Figure 1.14: Roofline analysis comparison between latency (top) and batch (bot-
tom) on shared memory access pattern.

37



 0

 10

 20

 30

 40

 50

SmallMediumLarge

O
cc

u
p
an

cy
 %

Sustained
Peak

 0

 10

 20

 30

 40

 50

SmallMediumLarge

(a) SM occupancy

 0

 10

 20

 30

 40

 50

 60

 70

 80

 90

 100

SmallMediumLarge

R
es

o
u
rc

e 
u
ti
liz

at
io

n
 %

 0

 10

 20

 30

 40

 50

 60

 70

 80

 90

 100

SmallMediumLarge

(b) Efficiency (thread predication)

 0

 10

 20

 30

 40

 50

 60

 70

 80

 90

 100

SmallMediumLarge

%
 o

f 
ov

er
al

l 
in

st
ru

ct
io

n
s

misc
comm

cf
mem

int
fp

 0

 10

 20

 30

 40

 50

 60

 70

 80

 90

 100

SmallMediumLarge

(c) Instruction mix

Figure 1.15: Comparison between latency (left) and batch (right) on (a) peak and
sustained active warps, (b) efficiency (or thread predication) and (c) instruction
mix.
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Figure 1.16: Speedup heatmap of the batched version against the latency one for
the different homogeneous datasets without the early exit from the check_bump
function. Both throughputs are taken with large enough datasets.
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1.7 Urgent Computing Against COVID-19

The social and economic impact of the COVID-19 pandemic demanded the
reduction of the time required to find a therapeutic cure.

During the first wave of the global pandemic in 2020 [129], the European
Union called for urgent action to leverage the continent’s HPC resources
aiming at finding possible active drugs in the shortest time possible. The
Exscalate4CoV initiative3 gathered 18 institutions and resulted in 1 clinical
trial (repurposing of Raloxifene [130]) and > 400 compounds found to be
active in experimental assays [131]. On the HPC side, the joint effort of
the collaboration between CINECA, the research group led by Prof. Gian-
luca Palermo at Politecnico di Milano and NVIDIA optimized and deployed
the Exscalate platform on two HPC machines with a combined throughput
peak of 81PFLOP/s to rank a chemical library of more than 70 billion small
molecules against 15 binding-sites of 12 viral proteins of SARS-CoV-2. This
required a deep re-design of the Exscalate molecular docking platform to
benefit from heterogeneous computation nodes and avoid scaling issues. The
extreme-scale virtual screening simulation, known as one-trillion-docking ex-
periment4, is still to date the largest in-silico drug discovery simulation ever
performed. It lasted 60 hours and improved on the previous largest experi-
ment [114] by 50× the number of screened compounds and 7.5× the number
of protein targets. The knowledge generated by this experiment, in terms of
top-ranked molecules for each protein pocket (binding sites), is available via
the open-access MEDIATE5 [62] initiative, in an effort to foster a collabora-
tive environment in case of future pandemics.

In the context of urgent computing, where the time required to find a
therapeutic cure should be as short as possible, the Exscalate platform has
been re-designed with the goal of virtual screening as many ligands as pos-
sible in a feasible time budget, i.e. hours, for billions of ligands instead
of months necessary before. To maximize the throughput of the docking
platform, the target are TOP500 European HPC systems: other than sheer
accelerator throughput (covered in the first part of this chapter), pre-exas-
cale scale-out in production poses known challenges [132, 133], from data
management to file system layout optimizations, from MPI topology tuning
to fault management and recovery.

1.7.1 Related Work

The state-of-the-art of high-performance molecular docking on GPU accel-
erators has been explored in Section 1.1.

3https://www.exscalate4cov.eu/
4https://1trilliondock.exscalate4cov.eu/
5https://mediate.exscalate4cov.eu
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However, the focus on urgent computing requires a holistic point of
view to take into account all aspects needed to large-scale production runs.
AMIDE [134] focuses on inverse docking, where ligands are evaluated in a
large number of proteins. They propose to divide each protein into twelve
overlapping sub-grids to use as independent pockets. To orchestrate the
computation, they use custom scripts and SLURM [135] job arrays. META-
DOCK [136] focuses on blind docking, where the docking phase is not re-
strained in a specific pocket, but it can be docked in the whole protein’s
surface. They propose to use a combined OpenMP/CUDA approach to
leverage NVIDIA accelerators.

In this regard, AutoDock [96] is the most relevant work since it has been
ported to CUDA [111] and deployed on the Summit supercomputer [137]
where they docked over one billion molecules on two SARS-CoV-2 proteins
in less than two days [114]. They hinge on the Summit’s NVMe local storage
to dock batches of ligands in the target pocket and to store the intermediate
results. In particular, AutoDock uses OpenMP to implement a threaded-
based pipeline, where each thread reads ligands from the file, launches the
CUDA kernels, waits for their completion, and it writes back the results.
Since most docking algorithms use a fast but approximated scoring function
to drive the estimation of the 3D pose of a ligand, it is common to re-score
the most promising ones with a more accurate scoring function. They use a
custom CUDA version of RFScore-VS [138] to perform such task and Blaz-
ingSQL [139] for computing statistics and selecting the top-scoring ligands.
To orchestrate the workflow, they use FireWorks [140] from an external clus-
ter to ensure a consistent state in the presence of faults in the compute
nodes.

1.7.2 High-throughput Docking Workflow

A monolithic application to dock and re-score the ligands has been developed,
using MPI [141] to scale out, C++11 threads to scale up and CUDA kernels
to accelerate the compute-intensive sections, exploiting the NVIDIA V100
GPUs available on the target HPC clusters. The proposed solution can
reach a high throughput without relying on the node’s local storage, which
is unavailable in the target HPC systems. The innovation introduced in this
work can be categorized into three main contributions:

1. at the algorithm level, with the CUDA porting and optimization of the
docking and scoring phases.

2. at the application level, with the complete rework of the application
and the creation of the high-throughput molecular docking application.

3. at the workflow level, with the creation of the Exscalate workflow that
allows us to handle the operation easier and more resiliently.
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The Dock and Score Algorithm
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Figure 1.17: Time required to dock and score a ligand by varying the number of
atoms and torsional bonds. The C++ implementation use a single core IBM 8335-
GTG 2.6 GHz. The CUDA implementation use a single NVIDIA V100.

The final output of the algorithm is an estimation of the bond strength
between a given ligand and the binding site of the target protein. In the
virtual screening context, reducing the problem’s complexity is common by
using heuristics and empirical rules instead of performing a molecular dy-
namic simulation [142]. One implication of this choice is that the numeric
score of a ligand is strongly correlated by the given 3D displacement of its
atoms, which is not trivial to compute due to the high number of degrees of
freedom involved in the operation. In addition to the six degrees of freedom
derived by rotating and translating a rigid object in 3D space, the ligand’s
flexibility has to be considered. A subset of the ligand’s bonds, named tor-
sional bonds [143], partition the ligand’s atoms in two disjoint sets that can
rotate along the bond’s axis, changing the ligand’s shape. A small molecule
can have tens of torsional bonds.
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The algorithm developed in Exscalate to dock and score a ligand com-
prises four steps. The first step is ligand pre-processing, which flattens the
ligand by rotating the torsional bonds to maximize the sum of the inter-
nal distances between all the molecule atoms. This computation is protein-
independent. The second step docks the ligand inside the binding site of
the target protein by using a greedy optimization algorithm with multiple
restarts. The scoring function used to drive the docking considers only ge-
ometrical steric effects. While the ligand’s flexibility is taken into account,
the pocket is considered a rigid body [144]. 256 different initial poses have
been evaluated for each ligand in the experiment. The third step sorts the
generated poses to select only a few to re-score using the LiGen chemical
scoring function [145] in the fourth step. In particular, the generated poses
are clustered using a root mean square deviation of atomic positions (RMSD)
of 3Å as the threshold to deem two poses as similar. Then all the poses are
sorted according to their score. Only the top 30 poses are scored for each
ligand. The score of the ligand is the score of the best pose found.

The only information required to dock and score a ligand in the target
binding site is its description. Thus, the virtual screening process is an
embarrassingly parallel problem. However, it is paramount to design how
the data can be read from the storage, transferred to the accelerator, and
written back to the storage. Indeed, another innovation introduced with this
work is the high-throughput docking application, which aims to address all
the issues that are not related to the docking and scoring kernels but are
required for the experiment’s success, such as data management, resource
organization, and multi-node scaling.

The workflow application implements an an asynchronous pipeline that
uses MPI point-to-point operations for data exchange. A single process (MPI
rank) is executed per node. Each process manages all the resources on the
node and spawns a local asynchronous pipeline where each stage is a dedi-
cated worker thread.

The first stage is the reader, which reads from the actual file that repre-
sents the chemical library a chunk of data that it enqueues in the splitter ’s
queue. The splitter stage inspects each chunk to split all ligand descrip-
tions. Then it enqueues each ligand description in the docker ’s queue. In
the experiment, a ligand is described using a custom binary format derived
from the TRIPOS Mol2 format. The docker stage dequeues a ligand de-
scription, it constructs the related data structures, performs the dock and
score steps described in Section 1.1, and it enqueues the ligand’s score in the
writer ’s queue. The writer stage dequeues the ligand score and accumulates
the related output in an internal buffer, which is the ligand’s SMILES [146]
representation and its score value. The writer stage initiates the writing
procedure when the accumulation buffer is full.

The docker stage is the only one that can be composed of several threads
that operate on the same queues to enable work-stealing. Moreover, it is pos-
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sible to use different algorithm implementations, such as CUDA and C++,
to leverage the node’s heterogeneity. Any docker thread is referred to here
as worker. All the workers that use the CUDA implementation are named
CUDA workers, while the ones that use the C++ implementation are named
CPP workers. Even if a single CUDA worker is tied to a single GPU, it is
possible to have multiple CUDA workers tied to the same GPU.

The target binding site is considered constant during the elaboration.
Therefore, each process will fetch the related information once at the begin-
ning of the execution. Each algorithm implementation can store the pocket
data structures in the most appropriate memory location during its initializa-
tion. In particular, the C++ implementation uses constant static memory,
while the CUDA implementation uses texture memory.

I/O operations from virtually all the nodes of an HPC system rely on
MPI collective I/O facilities. Since the computation pipeline is the same for
all the processes, only one MPI process pipeline is depicted here. Regarding
read operations, each MPI process sequentially reads its section of the input
file according to its MPI rank. Collective I/O operations for write opera-
tions are used, too. Indeed, the user can configure the number of processes
that issue I/O operations to reduce the pressure on the file system. All the
writing operations are parallel and sequential. Indeed, as apparent from
Figure 1.18, the I/O does not represent a bottleneck, and the scaling of the
high-throughput molecular docking application is very close to the optimal
theoretical scaling.

As can be seen from the strong scaling experiment, storing all the ligands
to be docked in a single file and deploying the application on the whole
machine is possible. However, this approach has several drawbacks.

The main concern is fault resiliency. The default action to respond to
a fault in an MPI communicator, for example, after a node failure, is to
terminate all the processes [141], which can lead to a significant waste of
computational resources without careful management of application check-
points: this is a known issue [147, 148, 149].

Another concern is load balancing. Figure 1.17 shows how docking and
scoring a large and complex ligand required much more time than a small
ligand. Therefore, there is a significant imbalance between the MPI processes
if all the ligands with many atoms and torsional bonds are close.

These issues were addressed with a pre-processing phase on the chemical
library to have a relatively small number of jobs that can run in parallel
using a plain job array to coordinate the execution, such as the one provided
by SLURM [135] or PBS [150]. The job array is in charge of controlling the
execution of these jobs, and custom reactive tools help it identify failing jobs,
re-run them, and exclude failed nodes. To achieve this goal, the amount of
ligands (70 billion) is divided into ∼3400 smaller sets. For every set, a job
running on a subset of 32 nodes is created.

Figure 1.19 depicts the overall Exscalate workflow. Two kinds of input
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Figure 1.18: Strong scaling experiment of the high-throughput molecular docking
on the whole Marconi100 supercomputer.

data are required for a virtual screening campaign: viral protein binding sites
and a library of candidate compounds. The identification of protein binding
sites is a complex, compute-intensive endeavor that is outside of the scope
of this work. In the context of the EXSCALATE4CoV effort, a dedicated
team provided the protein structures and described the methodology in Ger-
vasoni et al. [151]. On the other hand, the candidate compound library is
provided in the SMILES format [146].

The first pre-processing step is to obtain the 3-dimensional atom confor-
mation from each a-dimensional input SMILES string. This is carried out by
the LiGen toolchain itself using the MMFF94 force field [152]. The resulting
structures are then minimized via gradient optimization to obtain minimal
energy 3-dimensional coordinates for each atom.

The next step in the ligand pre-processing is to broadly classify them
in buckets according to their expected execution time, reducing the imbal-
ance during the computation as much as possible. As shown in Figure 1.17,
the number of torsional bonds and atoms seem good predictors. However,
extracting these properties from from the SMILES representation is not triv-
ial. For this reason, a model is trained, to predict the execution time given
properties that are more accessible at this point of the workflow: the num-
ber of heavy atoms, rings, and chains. Interactions between them is also
considered. To predict the ligand’s execution time a decision tree model is
adopted, with a maximum depth of 16.
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Figure 1.19: Exscalate workflow, from the input (ligand’s chemical library and
the protein models) on the left to the outcome (most promising set of molecules)
on the right.

Figure 1.20 shows the experimental campaign used to train a decision
tree regressor [153] written in Python. Figure 1.20a shows the measured ex-
ecution time of a dataset with 21 million of ligands with a different number of
atoms and torsional bonds. The 80% of the data are used to train the model,
while the remaining data are used to compute the prediction error reported
in Figure 1.20b. The model has a negligible mean error (−0.000 88ms), with
a standard deviation of ±3.81ms.

Even if the average error is close to zero, the standard deviation suggests
that there is an error when predicting the docking time of a given ligand.
In the experiment, The ligands are clustered in buckets of 10ms to account
for this variability. Since this pre-process aims at avoiding computation
imbalance,only the average behavior is taken into account.

The last pre-processing step can be performed after the ligands classifi-
cation according to their complexity. For each ligand, the hydrogen atoms
are added, the initial displacement of its atoms in the 3D space is generated,
and the molecule is unfolded(Paragraph 1.7.2). This elaboration is required
once, and it can be re-reused in all the virtual screening campaigns.

Finally, the virtual screening campaign can be performed, once the target
binding sites and the ligand binaries are available. The docking application
is launched on all the ligand files, one pocket at a time.

The output of the virtual screening is the ranking of the chemical library
against each docking site. Domain experts selected ligands that strongly
interact with multiple docking sites or proteins, allowing them to re-create
the 3D displacement of the ligand’s atoms on demand. For this reason, only
the topological representation of the molecule using the SMILES notation
can be stored.
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1.7.3 Urgent Computing Setup

This section reports the experimental setup for the virtual screening exper-
iment in which 70 billion ligands were evaluated against 15 binding sites of
12 viral proteins of SARS-CoV-2.

Target Dataset

The ligands evaluated in the experiment are part of the EXSCALATE library
owned by Dompé Farmaceutici S.p.A., built starting from a database of
millions of available commercial reagents that were combined using a set
of robust synthetic reactions in order to obtain a tangible chemical space,
meaning that this is truly achievable in one reaction step. The list of target
proteins used in the experiments has been reported in Table 1.3, with the
corresponding PDB code. The crystal structures of the main functional
units of the SARS-CoV-2 proteome were obtained from the Protein Data
Bank [154]. Homology models of the proteins for which the crystal structure
is unavailable were generated and used.

Table 1.3: The 3D targets used in the molecular docking experiments. A target
might have different pockets.

Protein PDB code

3CL protease (NSP5) 6LU7
N-protein 6VYO
NSP3 6W02
NSP6 De novo model
NSP9 6W4B
NSP12 7BV2
NSP13 6XEZ
NSP14 Homology Model
NSP15 6W01
NSP16 6W4H
PL protease 6W9C
Spike-ACE2 6M0J

Hardware Resources

The Exscalate platform was deployed on Marconi100 [155] at CINECA and
HPC5 [156] at ENI S.p.A., aggregating around 81PFLOP/s of compute ca-
pability (respectively 29.3PFLOP/s and 51.7PFLOP/s). At the time of
the experiment, they were the Europe’s two largest HPC systems. A Mar-
coni100 node is equipped with 32 IBM POWER9 AC922 cores (128 hardware
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threads) and 4 NVIDIA V100 GPUs attached via NVLINK 2.0. The compu-
tation node of HPC5 is very similar since it also uses 4 NVIDIA V100 GPUs,
but it relies on Intel Xeon Gold 6252 24C as the host processor (24 cores and
48 hardware threads) and it uses NVLINK only for the direct GPU-to-GPU
interconnection. The CPU-to-GPU connection uses PCIe. The experiment
has been run using a reservation of 800 out of 970 Marconi100 nodes and
1500 out of 1820 HPC5 nodes for 60 hours on each machine.

Software Environment

For both production systems, all software components were built on top
of the same software stack: upstream GCC 9.3, CUDA toolkit 11.0, and
upstream MPICH 3.4.1.

The main difference between the two systems was in the job scheduler:
SLURM on Marconi100 and PBS on HPC5. On the former, the single 32-
nodes jobs were managed in multiple job arrays, each one covering the whole
set of docking targets, while on the latter, an ENI internal, proprietary
workflow management tool was used to schedule single jobs and deal with
transient node faults.

For the post-processing phase, a custom Dask pipeline dealing with sta-
tistical descriptors and threshold selection was developed and ran on an
environment deployed using upstream conda-forge (Dask 2.21.0 on Python
3.8.3). The same Python environment was also used for the pre-processing
phase, where a custom regression model was trained, serialized and deployed
using scikit-learn 0.22.1.

Performance Measurements

Since a single MPI process is run on each node, the node’s throughput can be
measured using standard C++ timing facilities. Each time the throughput
has to be calculated, the number of ligands the application has elaborated
is divided by the elapsed time. This information is logged in the application
output during the evolution of the elaboration. To compute the average
node’s throughput, the average value among the application final throughput
logs is calculated.

To measure the machine throughput, the total number of ligands is di-
vided by the wall time of the computation, i.e., the time required to complete
the job array. In this way, the measure includes all the overheads related
to the execution. Since a pocket elaboration lasts for hours, the accuracy of
the measure is compatible with the method used.

1.7.4 Evaluating the storage requirements

When scaling an experiment to the scale of a trillion docking operations, the
data to be read and written must be carefully evaluated, paying attention to

48



formats. To perform the virtual screening, information is needed about the
binding sites of the target proteins and the chemical library of ligands to be
analyzed. The former is not an issue since it requires total storage of 29MB
and the information needed is read once the application starts.

Domain experts use the SMILES format to represent a ligand. The chem-
ical library evaluated in the experiment encoded in the SMILES format re-
quires a total of 3.3TB. However, the docking application requires a richer
molecule description, as detailed in Paragraph 1.7.2. The most widely used
format to store the required information is the TRIPOS Mol2, encoded in
ASCII and focuses on readability rather than efficiency. For this reason, a
custom binary format that stores only the information required by the dock-
ing application is adopted, such as the atom’s position, type, and bonds. By
comparing the size of the same molecules, the Mol2 format requires 5× to
6× more space concerning the binary format. Nonetheless, the whole binary
chemical library for the experiment requires 59TB of storage.

Storing all the docked poses is unfeasible, as targeting 15 binding sites
and re-scoring 30 alternative poses per input ligand would require 26PB of
storage. For this reason, only the SMILES representation of the molecule
and its best score as a scalar value for each docking site is retained. The
docked posed can be re-generated on demand if needed, since the docking
algorithm is deterministic. The final output size is 69TB.

On average, the docking application requires a relatively small I/O band-
width: 1.68GB/s for reading and 0.12GB/s for writing on the Marconi100
machine, while 2.53GB/s for reading and 0.18GB/s for writing on the HPC5
machine. Despite this, the I/O configuration must be carefully tuned (Para-
graph 1.7.2) to avoid scaling issues on large systems due to the sheer number
of MPI tasks performing I/O operations [157].

1.7.5 Intra-node Scaling

The availability of multiple dock and score algorithm implementations grants
access to heterogeneous resources. Figure 1.17 shows the time elapsed by the
CPP and CUDA workers to perform the docking operation with different lig-
and characteristics. It can be noticed that the CUDA implementation has,
on average, a 65× speedup concerning the CPU version. Therefore using
only the CUDA implementation is the most efficient solution. However, the
relation between the number of CUDA and CPP workers (Paragraph 1.7.2)
and the application throughput is not trivial. Table 1.4 shows the appli-
cation throughput in terms of docked ligands per second by varying the
number of CUDA and CPP workers when the application is deployed on a
Marconi100 node equipped with 32× IBM POWER9 AC922 cores (128×
hardware threads) and 4× NVIDIA V100 GPU. The application binds each
CUDA worker to a single GPU in a round-robin fashion. For example, when
using 24× CUDA workers, 6× threads feed data and retrieve the results for
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Table 1.4: The throughput reached per node and per machine for each binding
site evaluated in the experiment. The NSP13ortho binding site has been partially
computed on both machines.

Binding site Thr (ligands/s/node) Thr (ligands/s) HPC machine

PLPRO 2496 1996800 M100
SPIKEACE 2498 1998400 M100
NS12thumb 2499 1999200 M100
NS13palm 2486 1988800 M100
3CL 2427 1941600 M100
NSP13allo 2498 1998400 M100
Nprot 2010 3015000 HPC5
NSP16 1980 2970000 HPC5
NSP3 1969 2953500 HPC5
NSP6 1985 2977500 HPC5
NSP12ortho 2001 3001500 HPC5
NSP14 1965 2947500 HPC5
NSP9 1996 2994000 HPC5
NSP15 1990 2985000 HPC5
NSP13ortho 2454/1987 1963200/2980500 M100/HPC5

each GPU in the node. It can be noticed how the application reaches peak
performance for a high number of CUDA workers. Moreover, overall perfor-
mance decreases when the number of CPP workers is increased to match the
number of hardware threads. This behavior implies that, in our case study,
it is better to use CPUs to support accelerators and I/O operations rather
than contribute to the elaboration itself. Furthermore, to benefit most from
a GPU, using a single CUDA worker is not enough. This is the expected
result, since the CUDA worker needs to parse the ligand description and ini-
tialize the related data structures before launching any CUDA kernel. Thus,
those overheads can be hidden and GPU fully utilized using more CUDA
workers. To perform this analysis, the Commercial Compound MW<330
dataset from the MEDIATE database has been chosen (already detailed in
Paragraph 1.6.3).

1.7.6 HPC System Scale-out

For this experiment, the binding sites are evaluated sequentially. With this
configuration, a job array of ∼3400 jobs for every binding site is used, where
each job is composed of 32× MPI processes that last for about 5 minutes
and targets a single binding site.

Table 1.4 reports for each binding site the average throughput of a node
and the whole machine. On average, a single node’s throughput is 2.4k
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ligands per second on Marconi100 and 2k ligands per second on HPC5. Both
supercomputer nodes are equipped with 4× NVIDIA V100 GPUs. Since
most of the application’s throughput comes from CUDA-accelerated kernels,
the performance difference between the two nodes is unexpected. However,
there is a big difference in the architectures of the Marconi100 node and the
HPC5 node, that is how the GPUs and CPUs are connected: Marconi100 has
NVLINK, while HPC5 relies on standard PCIe. In our case study, NVLINK
is better at transferring the ligand inputs.

By taking into account the throughput measured on a single Marconi100
node while running live in production, it can be noticed that values are
similar to the results obtained while fine-tuning the application (i.e., the
number of CPU and GPU workers). The Exscalate platform exploited all
the available resources, reaching a combined throughput of 5M ligands per
second on both supercomputers.

Finally, Figure 1.21 shows the execution track of the job arrays on two
different proteins running on the two supercomputers. Also, in this case, the
difference in performance is visible, which is not due to the target protein
but mainly to the different node architecture. Despite the performance being
stable across the workload, the difference in throughput between the jobs is
due to the average complexity (i.e., number of atoms and rotatable bonds)
of the ligands included in the sub-reactions associated with the jobs. This
can also be noticed by the similar profile of the plots on the two different
machines. These results show how the input data strongly influences the
throughput.

1.7.7 Data Pre/Post-processing

The main challenge of the experiment is to generate the chemical knowledge
of the virtual screening. However, it requires a pre-processing phase to pre-
pare the ligands: this phase is described in detail in Paragraph 1.7.2 and it
must be performed only once as the same pre-processed chemical space is
evaluated against all docking sites.

The experiment’s output is a list of output files, each ranking the ligands
according to the interaction strength with the target protein. Even if the
output can be used as-is, for the sake of convenience a preliminary post-
processing step is performed to join all the scores for the same ligand across
all docking sites thus obtaining a single global table for the whole experiment.

The actual post-processing phase involves several steps aimed at obtain-
ing statistical descriptors for the full score’s distributions (mean, median,
standard deviation, several percentiles); these descriptors are then used to
extract the best-scoring compounds for each docking site to form the final
released dataset. The computation has been carried out using a Dask dis-
tributed pipeline on the Marconi100 system. To identify the best prospect
molecules taken into account, for each docking site, all the compounds scored
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Table 1.5: Time required to complete the experiment’s phases.

Phase Time Resources

Pre-processing 5 days 100 M100 nodes (no GPUs)
Dock & Score 60 hours 800 M100 + 1500 HPC5 nodes
Post-processing 5 days 19 M100 nodes (no GPUs)

higher than 3 standard deviations from the distribution’s mean. The result-
ing data set, containing more than 570 million top-scoring compounds, is
freely available6. Complete chemical analysis of the result dataset is pre-
sente in [62].

Table 1.5 summarizes the computational resources involved in each phase.

1.8 Conclusion

This chapter tackles the problem of virtual screening a large set of molecules,
a representative problem for embarrassingly-parallel, task-based workloads
on HPC systems. As discussed, this type of workload requires a radically
different approach to GPU acceleration compared to the one used for tightly
coupled (or synchronous) workloads, which are characteristic of classical
HPC scientific applications. The problem is usually addressed by performing
molecular docking of the candidate molecules in the protein pocket, which
often requires large-scale computer simulations.

Concerning GPU efficient acceleration, the classical latency-optimized
approach that spreads the computation of a single task (a ligand-protein
pair in our case) across the device to minimize single task latency leads to
satisfactory performance at the task level, but severely hinders overall time-
to-solution. A throughput-optimized approach, on the other hand, even if
it usually leads to a single-task latency increase, is extremely beneficial for
GPU occupancy, leading to 5× better throughput. It has been shown how,
when dealing with embarrassingly-parallel, task-based workloads on GPU
accelerators, the absolute execution latency of a single task is not a meaning-
ful indicator of efficient acceleration, while increased GPU occupancy yields
large improvements in overall kernel throughput in terms of completed tasks
per second, even at the cost of worse task-level latency.

Section 1.7 covers how, in the context of urgent computing, extreme-scale
virtual screening campaigns can lead to drug prospects for viral diseases
in times of pandemics. By leveraging the GPU kernels discussed in this
chapter, more than 70 billion of ligands against 15 binding sites of 12 viral
proteins of SARS-CoV-2 were screened. The workflow scaled over two full
HPC systems, Marconi100 at Cineca and HPC5 at ENI S.p.A., at the time

6https://mediate.exscalate4cov.eu
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of the experiment the two most powerful supercomputers in Europe, to run a
one-trillion-docking experiment7 in 60 continuous hours of production. This
is, to date, the largest virtual screening experiment ever attempted.

7https://1trilliondock.exscalate4cov.eu/
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Figure 1.20: Frequency distribution of the measured docking time, using the
CUDA implementation, and its prediction error. Values with a frequency lower
than 0.001 are discarded for conciseness purposes.
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Figure 1.21: Execution track of two entire job arrays targeting two different
protein pockets on the two different supercomputers.
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Chapter 2

The Future of Sustainable
HPC: RISC-V

From the perspective of ISAs, few established players have dominated the
market in the last 20 years. With minor exceptions [158], the same play-
ers driven both the multicore era and the following manycore era with
widespread solutions like the Intel Xeon Phi [159]. This trend is reflected in
the TOP500: the largest supercomputer systems across the globe have been
powered by a small set of processor architectures.

Since the late 1990s, the most significant evolution in the ISA space
has been the universal adoption of SIMD instructions. Starting with In-
tel MMX in 1997, the introduction of vector capabilities into established
architectures has been a steady trend that evolved with conservative, in-
cremental improvements concerning lane data types, vector register size,
and complex instructions. This trend of conservative evolution of industry-
standard ISAs ended with the advent of ML. The exploding demand for
computing power driven by the ML market and the technological hurdles
posed by the end of Moore’s law are driving the integration of an increasing
set of application-specific instructions into industry-standard ISA: the com-
mon goal is to optimize performance and energy efficiency for DL workloads.
New number formats became paramount for DL training and inference to the
point that all major ISAs introduced new instructions to handle non-IEEE
floating point operands like bfloat16. In the same way, mixed precision in-
structions have been introduced by all major processor vendors, especially
expanding reductions to keep error accumulation under control when dealing
with small-precision operands. Moreover, matrix-vector and matrix-matrix
instructions backed by multi-dimensional SIMD registers have been adopted
by an increasing number of established ISAs (e.g., Intel Advanced Matrix
Extensions [160], ARM Scalable Matrix Extensions [45], PowerPC Matrix
Engine [43]).

At the same time, the innovation rate in the space of accelerator archi-
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tectures is even more extreme, with a proper Cambrian explosion of vertical
hardware designs with features that must be exposed either by extending an
existing ISA or by designing a brand new one: while the former approach
brings licensing and software ecosystem issues that must be addressed, the
latter requires the bringup of full software and hardware integration stacks.

The need for a more flexible solution for computing innovation is proven
by the rise of RISC-V, an open, modular, extensible, and royalty-free ISA.
Being designed from scratch to be naturally extensible without breaking the
existing software ecosystem, RISC-V has become the platform of choice for
architecture research [46, 47, 48, 49] and the market enabler for an increasing
set of vendors who are exploring novel concepts in accelerator and processor
design [50, 51, 52, 53, 54, 55].

Albeit rapidly growing, the extreme flexibility of an open-ended architec-
ture is posing unique challenges to both software implementors and system
integrators: they have to deal with a combinatorial explosion in possible ISA
choices. From the perspective of operating systems and scientific libraries,
there is no concrete RISC-V target since each processor can provide a cus-
tom set of standard and custom extensions. The issue is much more severe
concerning compilers that have to consider a growing set of optional ISA
extensions, often interacting in multiple ways. The outcomes are so severe
that pragmatic details like long and unwieldy ISA strings [161] became real
concerns. This issue is recognized by RISC-V International itself, which re-
cently tried to impose some structure with the introduction of architecture
profiles [162, 161], predefined sets of extensions that should be fully imple-
mented by a platform. The processor market is already experiencing concrete
challenges like actual products being shipped with different versions of the
same extension, where a mix of pre-ratified and ratified implementations of
must coexist in the same system. A particularly severe instance of this issue
involves the RISC-V vector extension (RVV), where available products are
sporting both pre-ratification [163, 164] and ratified versions.

While RISC-V brings key advantages to the prospects of computing ar-
chitectures, it poses new challenges like extreme ISA fragmentation and fast
evolution, issues that are yet to be solved by software and system integra-
tion stacks. For these reasons, the question of whether RISC-V will be sus-
tainable in a post-exascale HPC system is still unanswered. In an attempt
to answer this question, a collaborative effort between both the research
groups led by Prof. Luca Benini and Prof. Andrea Bartolini at Università
di Bologna, CINECA and E4 Computer Engineering, designed, built, and
deployed Monte Cimone [65, 66, 63], the world’s first fully functional RISC-
V HPC prototype. The goal of Monte Cimone is to assess the readiness of
the whole software-hardware integration stack, from interconnects to per-
formance monitoring infrastructures, from scientific libraries to compilers.
Since heterogeneous systems are obiquitous in TOP500 (see Chapter 1), is-
sues related to accelerated systems must be taken into account. For this
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reason, the Monte Cimone testbed has been augmented with an array of
RISC-V accelerators, from the ML streaming accelerator Occamy [165, 166,
19] to the heterogeneous EPAC [55] released by the European Processor
Initiative [167].

2.1 The Monte Cimone Experimental System

Both academia and industry are aggressively pursuing architectural innova-
tion to develop HPC systems to mitigate the efficiency limitations of tra-
ditional architectures. ISAs have to evolve rapidly to sustain this domain-
driven architectural evolution, and the advent of the RISC-V open, royalty-
free, and extensible ISA has been a major step toward accelerating innovation
in this area. An additional advantage of RISC-V concerning the dominant
proprietary ISAs (x86 and ARM) is that it is maintained by a global non-
for-profit foundation with members across the world, ensuring a high degree
of neutrality concerning geopolitical tensions and their technology downfalls.

Currently, high-performance 64-bit (RV64) RISC-V processors and ac-
celerator chips are being designed, promising prototypes are demonstrated
in numerous publications [2], and products are announced at a fast ca-
dence [168, 169]. Thus, it is reasonable to expect that high-performance
chips based on RISC-V will be available as production silicon within the next
couple of years. However, building a HPC system requires significantly more
than just high-performance chips. Many think that the RISC-V software
stack and system platform are extremely immature, and will need several
additional years of development effort before full applications could be run,
benchmarked and optimized on a RISC-V-based HPC system. The goal of
this work is to dispel this overly conservative notion.

In this chapter, we present Monte Cimone, the first physical prototype
and testbed of a complete RISC-V (RV64) compute cluster, integrating not
only all the key hardware elements besides processors, namely main memory,
non-volatile storage and interconnect but also a complete software environ-
ment for HPC, as well as a full-featured system monitoring infrastructure.
Further, we demonstrate that it is possible to run real-life HPC applications
on Monte Cimone today. Even though achieving strong floating point per-
formance will be possible only with upcoming high-performance chips, we
achieved the following milestones:

• we designed and set up the first RISC-V-based cluster containing eight
computing nodes enclosed in four computing blades. Each comput-
ing node is based on the U740 SoC from SiFive and integrates four
U74 RV64GCB application cores, running up to 1.2GHz and 16GB of
DDR4, 1TB node-local NVME storage, and PCIe expansion cards.
The cluster is connected to a login node and master node running the
job scheduler, network file system, and system management software;
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• we ported and assessed the maturity of a HPC software stack composed
of (i) SLURM job scheduler, NFS filesystem, LDAP server, Spack pack-
age manager, (ii) compilers toolchains, scientific and communication
libraries, (iii) a set of HPC benchmarks, and applications, (iv) the
ExaMon datacenter automation and monitoring framework. The full
software stack usually adopted for a production TOP500 machine is
available and functional;

• we measured the efficiency of the HPL benchmark and STREAM bench-
mark with the toolchain and libraries installed by Spack. We com-
pared the attained results against the one obtained for other RISC-
based TOP500 supercomputers (namely, Fugaku and Alps). We build
the HPL and STREAM benchmark following the same approach for
the Monte Cimone cluster on two state-of-the-art computing nodes,
namely the Marconi100 [155] node based on a ppc64le IBM Power9
CPU, and the Armida [170] node based on an armv8a Marvell Thun-
derX2 CPU. We compared the attained floating-point unit (FPU) uti-
lization from both HPC systems as a metric of efficiency versus Monte
Cimone while keeping the same benchmarking boundary conditions
(e.g., vanilla, unoptimized libraries, and software stack deployed via a
popular package manager). Results show that upstream HPL achieved
46.5% utilization on Monte Cimone, the Marconi100 and Armida com-
pute nodes achieved 59.7% and 65.79% of their peak respectively. The
Monte Cimone node achieves slightly lower FPU utilization but in the
range with state of the art. When running an unoptimized STREAM
benchmark, Monte Cimone obtained just the 15.5% of the peak band-
width, while Marconi100 and Armida obtained an efficiency of 48.2%
and 63.21% respectively, pointing to significant margins for improve-
ment in application and software stack tuning to the hardware target;

• we extended the ExaMon monitoring framework [171] to monitor the
Monte Cimone cluster. We characterized the power consumption of
various applications executed on Monte Cimone. We reported a power
consumption of 4.81W in idle, composed of 64% of core power, 13%
related to DDR and 23% of related to PCI subsystem. During CPU
intensive benchmark runs on the SiFive Freedom U740 SoC we reported
a power consumption of 5.935W, composed of 69% of core power, 14%
related to DDR and 18% related to PCI subsystem. By profiling the
power consumption of the core complex during the boot process, we
measured a 0.981W of leakage-only power (32% of the Idle power) and
measured 0.514W of power consumed by the operating system during
idle (17% of the Idle power) and a remaining 1.577W of dynamic
and clock tree power, accounting for the 51% of the core idle power.
In addition to providing a detailed analysis of power consumption,
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ExaMon enabled us to detect and mitigate thermal design issues in
the early cluster physical design;

• we extended the SiFive partition with an accelerated partition based
on a high-performance, SIMD-capable host CPU (the XuanTie C920)
augmented with the Occamy RISC-V accelerator connected via PCIe.
This experiment provides the world’s first fully RISC-V heterogeneous
cluster and a valuable development vehicle for system software, scien-
tific libraries, and compilers.

2.2 State-of-the-art

The most recent successful effort to introduce a new ISA to HPC has in-
volved the ARM ISA. Bringing the ARM ISA and software ecosystem to
HPC maturity has required almost a decade and several funding rounds:
the Mont-Blanc European project series started in 2011, leading to the first
ARM-based HPC cluster deployed in 2015 [172], based on a SoCs developed
for the embedded computing market. Notably, Fugaku [173] the fastest su-
percomputer in the TOP500 list published in June 2020, is based on an
ARM ISA, and achieves more than 400PFLOP/s. Further, high-perfor-
mance ARM-based SIMD processors are being adopted in servers and data
centers worldwide. We observe that it took approximately a decade for ARM
to become a strong player in these highly competitive markets, even though
x86 is still the dominant architecture in HPC and cloud.

The RISC-V ISA was conceived just a decade ago, thus, clearly, its mar-
ket penetration is much smaller than the incumbent ARM and x86 ISAs. To-
day, only a few 64-bit RISC-V (RV64G ISA) SoCs are available commercially,
and none is in volume production for HPC or performance servers. Never-
theless, several high-performance RISC-V processors have been announced
for general-purpose and accelerated computing markets [174, 175, 176]. In
addition, a few research prototypes have been presented in recent literature
that demonstrate on silicon the technical feasibility and competitiveness of
high-performance RISC-V computing engines [177, 50, 178]. Furthermore,
the European Processor Initiative (EPI) launched in 2019 is funding a major
research thrust to develop RISC-V-based accelerators for HPC [167]. One of
the many outputs of the EPI project is the EPAC [55] accelerator, based on
a capable RISC-V out-of-order (OoO) vector engine.

Among the RV64G chips available in low volumes on the market, for our
cluster we chose the SiFive Freedom U740 SoC, featuring a 64-bit dual-
issue, superscalar RISC-V U7 core complex configured with four U74 cores
and one S7 core, an integrated high speed DDR4 memory controller and
PCIe Gen3 channels and standard peripherals. The availability of a main
memory interface with reasonable performance and a PCIe root complex for
connecting fast storage, peripherals, and accelerators, makes this SoC a good
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basis for exploring the deployment of RISC-V processors in a scalable cluster
and working on the software stack. Still, the performance and number of
cores in the SoC is insufficient to achieve performance comparable to mature
ARM and x86 cores.

The maturity of the software ecosystem around RISC-V has been grow-
ing at a very fast rate. A reasonably complete snapshot of major software
packages available for RISC-V is maintained by RISC-V International [179].
While the list is not complete due to the very fast growth of the RISC-V
developer community, it’s clear how porting efforts have mainly focused on
embedded and AI applications. An HPC special interest group (SIG) for
RISC-V was founded in 2019 [180]. However, to the best of our knowl-
edge, the demonstration of a complete software stack and HPC applications
running on real hardware on RISC-V nodes in a multi-blade cluster is still
missing. Monte Cimone aims at filling this gap.

In addition to libraries and tools for HPC application deployment, a pro-
duction-ready HPC system must support fine-grain utilization, performance,
and power monitoring of the computing resources to enable efficient com-
puting, power, thermal management, and anomaly detection for reliability.
Recently, several works have been proposed to extend the power monitor-
ing attainable from the voltage regulator modules leveraging shunt resistors,
current probes, and out-of-band telemetry [181]. In addition, Operational
Data Analytics (ODA) [182] has been introduced, focusing on monitoring
and managing large-scale HPC installations. Vertical solutions encompass-
ing all layers (from data gathering and storage to processing and analysis)
have been proposed in this area. Notable examples are OMNI [183], an in-
frastructure for extreme-scale operational data collection, and ExaMon [171],
an ODA infrastructure leveraging: i) distributed sensing plugins (including
node-level metrics, processing elements performance metrics, dedicated fine-
grain power monitoring meters, facility data); ii) scalable storage backends;
iii) visualization and analytics targetting anomaly detection and intrusion
detection systems. Current ODA tools are available only for the dominant
ARM and x86 environments. In this chapter we advance state of the art
demonstaring a fully-operational port of the ExaMon ODA infrastructure to
the Monte Cimone RISC-V cluster.

2.3 Hardware Architecture

Monte Cimone is based on the SiFive Freedom U740 RISC-V SoC HiFive
Unmatched board integrated in an HPC node form factor (Figure 2.2). The
board follows the Mini-ITX standard with a size of 170mm× 170mm. Each
board features one SiFive Freedom U740 SoC, 16GB of 64-bit DDR4 memory
operating up to 1866MT/s and high-speed interconnects with PCIe Gen3
x16 (but it’s limited to x8 lanes), one Gigabit Ethernet, and four USB 3.2
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Figure 2.1: The custom-built E4 RV007 Server Blade is based on a dual SiFive
Freedom U740 SoC. The form factor is 4.44 cm (1 RackUnit) high, 42.5 cm wide,
40 cm deep. A dedicated power supply powers each board to account for future
PCIe expansions.

Gen1.
The E4 RV007 blade prototype system, specifically designed to be the

Monte Cimone building block, is a dual-board platform server, with a form
factor of 4.44 cm (1 RackUnit) high, 42.5 cm wide, 40 cm deep (Figure 2.1).
Two 250W power supplies, one for each board (compute node), are installed
inside the case. This allows turning on every compute node individually, and
makes the system ready with abundant power headroom for future expan-
sions with PCIe accelerators and network cards.

In the RV007 node deployed in Monte Cimone the M.2 expansion slot
is occupied by a 1TB NVME SSD storing the operating system (OS). The
available Micro SD card slot is used only for the UEFI boot process.

The FU740-C000 is a Linux-capable SoC powered by SiFive U74-MC,
the first (to the best of our knowledge) commercially available multi-core
RISC-V core complex. It includes a single 64-bit S7 RISC-V (monitor) core
with a high-performance dual-issue in-order execution pipeline and a peak
sustainable execution rate of two instructions per clock cycle. It implements
the RV64IMAC ISA. The FU740-C000 also features four 64-bit U74 RISC-V
(application) cores, each having a high-performance dual-issue in-order exe-
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Figure 2.2: The HiFive Unmatched board based on the SiFive Freedom U740
SoC. The form factor follows the Mini-ITX standard (170mm× 170mm).

cution pipeline and a peak sustainable execution rate of two instructions per
clock cycle. The U74 application core implements the RV64IMAFDC ISA. An
essential feature for an HPC system is observability : the S7 processor core
provides a hardware performance monitoring (HPM) unit. It supports two
classes of counters: fixed-function and event programmable counters. These
classes consist of a set of fixed counters and their counter-enable registers, as
well as a set of event-programmable counters and their event selector regis-
ters. The registers are available to control the behaviour of the counters. We
extended the Linux perf_events interface to be able to collect performance
events via the Linux tooling (e.g., the perf command). Table 2.2 reports a
complete list of the available events.

The SiFive Freedom board features a Microsemi VSC8541 chip to inter-
connect the SiFive Freedom U740 SoC with a single port gigabit Ethernet
copper interface. Moreover, we equipped two of the compute nodes with
an InfiniBand (IB) host channel adapter (HCA) widely used in large-scale
HPC systems. We target an IB FDR HCA (56Gbit/sec) to leverage RDMA
communications among different nodes to improve the network throughput
and the communication latency. We used a Mellanox ConnectX-4 FDR HCA
interconnect through the PCIe interface on the compute node. This HCA
supports 8× PCIe Gen3 lanes. The first experimental results show that the
kernel can recognize the device driver and mount the kernel module to man-
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Package Version

gcc 10.3.0
openmpi 4.1.1
openblas 0.3.18
fftw 3.3.10
netlib-lapack 3.9.1
netlib-scalapack 2.1.0
hpl 2.3
stream 5.10
quantumESPRESSO 6.8

Table 2.1: User-facing software stack deployed on Monte Cimone.

age the Mellanox OFED stack. We cannot use all the RDMA capabilities
of the HCA due to device driver incompatibilities of the software stack and
the kernel driver. Nevertheless, we successfully ran an IB ping test between
two boards and between a board and an HPC server, showing that full IB
support could be feasible.

In addition, the SiFive Freedom U740 SoC features 7 separate power rails,
including the core complex, IOs, PLLs, DDR and PCIe subsystems. The
HiFive Unmatched board implements separated shunt resistors in series with
each of the SiFive U740 power rails and for the onboard memory banks [184].
We characterized the power consumption of the system under test exploiting
the set of nine power lines available onboard with embedded shunt resistor
for current monitoring.

2.4 Software Environment

Since our goal was to build a software environment as close as possible to
a production HPC cluster, we leveraged the Spack [185] package manager
to deploy the full software stack (Table 2.1) and make it available to all
system users via environment modules [186]. Actual Spack architecture
and micro-architecture support, in the form of platform-specific toolchain
flags, is provided by the archspec [187] module. Explicit support for the
linux-sifive-u74mc target triple was already present (archspec version
0.1.3) and tested to be working without modifications. The user-facing soft-
ware stack installed successfully via Spack (version 0.17.0) and presented to
users is listed in Table 2.1 (transitive dependencies omitted for brevity). All
the nodes are running upstream Ubuntu 21.04 deployed from riscv64 server
images without modifications and mount a remote NFS.
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2.4.1 HPC Software

We ported on Monte Cimone all the essential services needed to run HPC
workloads in a production environment, namely NFS, LDAP, and the SLURM
job scheduler. Porting all the necessary software to RISC-V was relatively
straightforward, and we can hence claim that there is no obstacle in expos-
ing Monte Cimone as a computing resource in a HPC facility. However,
deployment in a data center requires integrating Monte Cimone within a
holistic monitoring framework. For that purpose, we use the ExaMon [171]
framework.

2.4.2 Power Monitoring Infrastructure

The typical configuration of ExaMon consists of installing plugins dedicated
to data sampling, a broker for transport layer management and a database
for storage. For Monte Cimone cluster both broker and database are in-
stalled in their basic configuration on a master node, while plugins have
been specifically developed for Monte Cimone and deployed on the compute
nodes. As a first step, we created a dedicated version of the pmu_pub [188]
plugin to acquire the performance counters available in the Linux OS through
the perf_events interface. In the current version of the Linux kernel tree,
only the instret (number of retired instructions) and cycle (number of
cycles) counters are exposed for the RISC-V architecture. By default, the
remaining programmable counters available on the hardware performance
monitoring (HPM) unit of the U740 SoC are disabled at boot time [184].
We have, therefore, modified the U-Boot bootloader to enable and program
all available counters (Table 2.2). The counters are sampled for each core in
user-mode by the pmu_pub plugin at regular intervals (2Hz), and values are
published for collection.

A second plugin has been installed and configured to collect operating
system statistics, stats_pub. This plugin mainly accesses the sysfs and
procfs filesystems to get useful metrics about system resources such as load,
CPU usage, memory usage, and network bandwidth. In particular, the Hi-
Five Unmatched board is equipped with three thermal sensors dedicated
respectively to the SoC, the motherboard, and the NVME SSD. This plugin
samples sensors data via the Linux hwmon sysfs with a frequency of 0.2Hz.

Finally, data collected for each board is published via Grafana [171] in the
same way a TOP500 system like Marconi100 keeps track of its operational
data.

2.5 Assessment Experiments

To be able to both stress-test and characterize the system, we performed an
array of experiments with the goal of fixing early design issues and driving
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Event [Linux perf_events identifier]
cycle floating_point_fused_multiply_add_retired
instret floating_point_division_or_square_root_retired
integer_load_instruction_retired other_floating_point_instruction_retired
integer_store_instruction_retired instruction_cache_itim_busy
system_instruction_retired data_cache_dtim_busy
conditional_branch_retired branch_direction_misprediction
jal_instruction_retired branch_jump_target_misprediction
jalr_instruction_retired pipeline_flush_from_other_event
integer_arithmetic_instruction_retired integer_multiplication_interlock
integer_multiplication_instruction_retired floating_point interlock
integer_division_instruction_retired instruction_cache_miss
floating_point_load_instruction_retired memory_mapped_i_o_access
floating_point_store_instruction_retired data_cache_write-back
floating_point_addition_retired instruction_tlb_miss
floating_point_multiplication_retired data_tlb_miss

Table 2.2: Performance monitoring events of the SiFive Freedom U740 SoC ex-
posed to the Linux perf_events interface by our custom pmu_pub plugin.

future evolution. Of particular importance is assessing the maturity of the
HPC software stack on RISC-V systems. In Paragraph 2.5.1, we focus on the
details of software stack tests. We also carried out extensive thermal and
power experiments [65] that were instrumental in the early design phase;
all measurements were performed via the ExaMon monitoring subsystem.
In particular, thermal experiments highlighed several issues with the initial
chassis layout and allowed further optimization, especially concerning insuf-
ficient heat dissipation from the power supplies due to flaws in the airflow
design. Power experiments allowed detailed characterization of the SiFive
Freedom U740 SoC for different workloads, measuring 4.81W in idle, with
64% due to core power (32% of leakage power, 51% dynamic and clock tree
power and 17% by the OS workload), 13% related to DDR and 23% to the
PCI subsystem. The power consumption increases to 5.935W under CPU-
intensive workloads.

2.5.1 HPC Applications Performance

Considering the peak theoretical value of 1GFLOP/s per core, inferred from
the micro-architecture specification [184], leading to a 4GFLOP/s peak value
for a single chip, the upstream HPL [57] benchmark (built on top of the
software stack presented in Section 2.4) reached a sustained value of 1.86±
0.04GFLOP/s on a single node (on a N=40704 and NB=192 HPL configuration
and a total runtime of 24 105±587 s; this amounts to 46.5% of the theoretical
peak, a result we deem to be promising considering the upstream, unmodified
software stack used in this phase. The same experiment was run on both the
Marconi100 [155] system at Cineca and the Armida [170] system at E4. Both
upstream software stack (and no vendor libraries) and MPI topology (1 MPI
task per physical core) were the same. This experiment obtained 59.7%
and 65.79% of a single node’s CPU-only theoretical peak respectively, a
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Figure 2.3: HPL strong scaling tests on Monte Cimone. Average attained through-
put values are shown in labels. Standard deviations are calculated on 10 repetitions.

result that is comparable to what we observed on Monte Cimone. The same
HPL configuration has been used to carry out a Monte Cimone full-machine
benchmark experiment leveraging the 1GB/s network currently available,
reaching a sustained value of 12.65 ± 0.52GFLOP/s using all of the eight
nodes (with a total runtime of 3548 ± 136 s); this amounts to 39.5% of the
entire machine’s theoretical peak and to 85% of the extrapolated attainable
peak in case of perfect linear scaling from the single-node case. Relative
speedup obtained during the HPL strong scaling experiment are shown in
Figure 2.3. Again, these results are promising and deserving both further
optimization on the software side and tuning (or technology upgrade) on the
interconnect side.

The STREAM [189] benchmark has been used to measure the attainable
memory bandwidth on a single node. Out of the peak 7760MB/s [184], a
4-thread experiment measured the values shown in Table 2.3. No topology
configuration was needed due to the node being a uniform memory access
(UMA) system. We consider the results attained via upstream, unmodified
STREAM unsatisfactory: the results on Monte Cimone show an attained
bandwidth of no more than 15.5% of the available peak bandwidth. The
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Test STREAM.DDR STREAM.L2

1945.5MiB/s [MB/s] 1.1MiB/s [MB/s]

copy 1206± 3.26 7079± 2.11
scale 1025± 4.94 3558± 3.72
add 1124± 4.93 4380± 3.72
triad 1122± 5.63 4365± 3.56

Table 2.3: STREAM benchmark results for four threads on a single SiFive Free-
dom U740 SoC.

same experiment involving an upstream, unoptimized STREAM benchmark
ran on both Marconi100 [155] and Armida [170] (using the same topology
with 1 OpenMP thread per physical core) attained 48.2% and 63.21% of the
peak bandwith respectively, suggesting that a result higher than the lower
quartile should be easily attained with little to no effort. This observation
is worth of further experimentation, in particular:
(i) the L2 prefetcher provided by the micro-architecture[184], being able to
track up to eight streams per core, should be perfectly capable of reduc-
ing the gap between the two experiments shown in Table 2.3 (DDR-bound
and L2-bound) given the large degree of spatial and temporal locality shown
by the STREAM memory access patterns. Further analysis is needed to
understand how the prefetcher is currently operating and the modifications
needed to leverage it properly; (ii) the overall data size used by STREAM is
currently limited by the RISC-V code model. The medany code model used
by RV64 requires that every linked symbol resides within a ±2GiB range
from the pc register [184, 190]. Since the upstream, unmodified STREAM
benchmark uses statically-sized data arrays in a single translation unit pre-
venting the linker to perform relaxed relocations, their overall size cannot
exceed 2GiB. Further experiments on available workarounds for the absence
of a large code model [191] and modifications to the STREAM source itself
to overcome this limitation are needed;
(iii) while the architecture provides both the Zba and Zbb RISC-V bit manip-
ulation standard extensions[184], the upstream GCC 10.3.0 toolchain isn’t
capable of emitting them nor the underlying GNU as assembler (shipped
with GNU Binutils 2.36.1) is able to assemble them properly. Experiments
with the latest upstream GCC version (minimal support for bit manipula-
tions code generation landed in GCC 12 [192]) and the upstream develop-
ment version of GNU Binutils (patches already merged [193], expected to
be shipped with GNU Binutils 2.37.x) are needed to assess its impact on
current STREAM measurements.

Regarding user applications, we carried out benchmarks for the quantum-
ESPRESSO [64] suite, in particular using its LAX test driver, compiled with
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OpenMPI, that performs a blocked (and optionally distributed) matrix diag-
onalization as a benchmark representative of the full-scale application work-
load. For a 5122 input matrix, we obtained a value of 1.44± 0.05GFLOP/s
(36% of the theoretical FPU efficiency) on a single node over a total test
duration of 37.40± 0.14 s.

2.6 Heterogeneous HPC on RISC-V: Accelerating
Monte Cimone

Deploying heterogeneous systems is the HPC trend observed in the TOP500
list. As discussed in Chapter 1, the vast majority of large-scale systems
adopted nodes built around a capable host processor augmented with a di-
verse array of throughput-oriented floating point accelerators, attached ei-
ther via PCIe or vendor-specific connections. In order to explore the viability
of RISC-V for the future of HPC, building an heterogeneous prototype clus-
ter is essential.

As a first step toward this goal, we extended the already deployed U740
partition of Monte Cimone with new nodes based on the Sophon SG2042
processor. The Sophon SG20421 is a high-performance CPU built on 64
XuanTie C920 cores, an evolution of the previous XuanTie C910 [50] core.
These 64-bit RISC-V cores are designed for compute-intensive workloads,
sporting a modern 12-stage pipeline with out-of-order execution and 5-way
superscalar execution. The C920 implements the RV64GCV architecture (a
shorthand for RV64MAFDCV): apart from single (F) and double (D) scalar float-
ing point arithmetics, it provides an implementation of the RISC-V vector
extension (V, also commonly referred to as RVV) ISA on a 128-bit vector reg-
ister file. The RVV ISA implemented by XuanTie C920 is the pre-ratification
version 0.7.1 instead of the ratified version 1.0: this poses additional chal-
lenges on the software stack. None of the mainstream toolchains support
RVV version 0.7.1, so manually deploying the GCC fork2 maintained by the
CPU vendor is mandatory for efficient code generation. The memory hierar-
chy consists of separate 64 kB L1 caches for instructions and data per core, a
1MB L2 cache shared within each four-core cluster, and a 64MB of shared
L3 cache. The SoC provides 32 PCIe Gen4 lanes, an essential feature to
augment the system with accelerators. All the nodes Sophon SG2042 nodes
are in the Milk-V Pioneer Box3 form factor, all equipped with 128GB of
DDR4 memory.

With respect to the accelerated part of the system, we chose Occamy [165,
166, 19], a flexible, general-purpose, dual-chiplet system with two 16GiB
HBM2E stacks optimized for regular and irregular floating point intensive

1https://en.sophgo.com/sophon-u/product/introduce/sg2042.html
2https://github.com/XUANTIE-RV/xuantie-gnu-toolchain
3https://milkv.io/pioneer
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workloads. Each chiplet integrates a CVA6 [194] RISC-V core and 216
lightweight Snitch [48] cores organized hierarchically in six groups, each con-
taining four nine-core compute clusters. Snitch is a small, efficient, in-order,
32-bit RISC-V integer core with an accelerator port for augmenting its com-
pute capabilities. Being optimized for floating point workloads, each Snitch
core in Occamy is augmented with a large multi-precision FPU supporting
both standard RISC-V scalar (D, F and H) and 64-bit-wide packed-SIMD
custom instructions [195]. It supports a wide range of number formats:
FP64 (IEEE 754 [196] double precision), FP32 (IEEE 754 single precision),
FP16 (IEEE 754 half precision), FP16alt (half precision alternate format
with 8-bit exponent and 7-bit mantissa, also known as bfloat16 [197]), FP8
(custom quarter precision with 5-bit exponent and 2-bit mantissa), FP8alt
(alternate format for custom quarter precision with 4-bit exponent and 3-bit
mantissa). To provide energy-efficient computing, the Snitch core provides
custom RISC-V extensions to allow the FPU accelerator to execute an in-
struction flow without relying on its small frontend integer core for fetch or
decode, loads/stores and address calculations. Characteristics of the Snitch
architecture and its novel features are discussed in detail in Section 3.2.

To bring up both the system and the user-space software stack, we syn-
thesized part (2 full Snitch clusters in addition to the CVA6 host core) of the
whole Occamy accelerator on the AMD AlveoTM U55C FPGA4. The synthe-
sized accelerator has been then successfully connected to the Sophon SG2042
nodes via a PCIe Gen4 link. This accelerated partition is currently used as
the bring-up testbed for device drivers and offload runtimes. We plan to
use the Occamy-accelerated partition as the test-bed for the Snitch linear
algebra compiler presented in Chapter 3.

2.7 RISC-V for HPC: Conclusion and Prospects

The new open and royalty-free RISC-V ISA is attracting interest across
the computing continuum, from microcontrollers to supercomputers. High-
performance RISC-V processors and accelerators have been announced, but
RISC-V-based HPC systems will need a holistic co-design effort, spanning
memory, storage hierarchy interconnects and full software stack. In this
chapter, we presented Monte Cimone, a multi-blade computer prototype
and hardware-software test-bed: it is, to the best of our knowledge, the first
RISC-V cluster which is fully operational and supports a baseline HPC soft-
ware stack, proving the maturity of the RISC-V ISA and the first generation
of commercially available RISC-V components. The prototype is a hetero-
geneous, accelerated cluster based on two different partitions, seamlessly in-
tegrated through its HPC production software stack: a CPU-only partition

4https://www.amd.com/en/products/accelerators/alveo/u55c/
a-u55c-p00g-pq-g.html
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based on the SiFive Freedom U740 SoC, and an accelerated partition based
on the XuanTie C920 processor augmented with a synthesized version of the
Occamy accelerator. We also evaluated the support for IB network adapters
which are recognized by the system but are not yet capable of supporting
RDMA communication. We characterized in detail the power consumption
of the SiFive Freedom U740 SoC for different workloads, measuring 4.81W in
idle, with 64% due to core power (32% of leakage power, 51% dynamic and
clock tree power and 17% by the OS workload), 13% related to DDR and
23% to the PCI subsystem. The power consumption increases to 5.935W
under CPU-intensive workloads. Furthermore, we ported the ExaMon ODA
system on Monte Cimone and used it to detect thermal stability problems in
the first configuration, which led to a thermal shutdown on the central node
during the HPL run. We changed the enclosure design to provide higher
airflow to mitigate the issue.

Monte Cimone does not aim to achieve strong floating point performance,
but it was built with the purpose of priming the pipe and exploring the
challenges of integrating a multi-node RISC-V cluster capable of providing
an HPC production stack including interconnect, storage and power mon-
itoring infrastructure on RISC-V hardware. We present the results of our
hardware/software integration effort, which demonstrate a remarkable level
of software and hardware readiness and maturity: this shows that the first-
generation of RISC-V HPC machines may not be so far in the future.
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Chapter 3

Multi-level SSA Compilers for
RISC-V Accelerators

The need for energy efficiency affecting hardware designs is fueling the need
for efficient software stacks. Each accelerator design that reaches the market
comes with a wide variety of vendor-specific libraries that allow applications
to efficiently leverage all the available domain-specific features in a straight-
forward way. A prime example of this trend is NVIDIA shipping a wide
range of extremely optimized libraries for neural networks (cuDNN [198]),
dense (cuBLAS) and sparse (cuSPARSE) linear algebra, tensor linear alge-
bra for DL (TensorRT), tensor core computations (CUTLASS), and a wide
variety of scientific acceleration libraries (e.g., for Fourier transforms, linear
and non-linear solvers, etc.). All major accelerator vendors on the market
(e.g., Intel with oneAPI, AMD with ROCm) adopt the same model: by
providing high-performance libraries, they lower barriers for application de-
velopers to leverage their products efficiently. As a consequence, making
the most effective use of vendor libraries has become a critical task for both
HPC and ML developers. The need for careful usage of performance libraries
combined with the sheer amount of native operators needed by mainstream
ML frameworks1 is becoming unsustainable [34]. It is clear that numerical
computing needs full-stack approaches to deal with large corpora of opera-
tors, novel numerical formats [199, 197, 200, 201] and optimizations [30, 202]
that are often combined in large parameter searches for extreme optimiza-
tion: programming abstractions need maintainability and flexibility [203].
This sustainability issue is being tackled by means of a variety of novel
compilation approaches [202]. Tensor-level IRs is used by XLA [32] and
Glow [33] to transform tensor programs into predefined LLVM and CUDA
operation templates (e.g., reductions, element-wise operations, etc.) using
pattern matching. The polyhedral model [204] is used by Tensor Compre-

1For example, PyTorch v2.5.0 ships 2633 operators. Many of them rely on multiple
overloads that dispatch to target-specific implementations.
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hensions [28] to parameterize and automate the compilation of one or many
DNN layers into LLVM and CUDA programs. Loop synthesis is used by
Halide [29] and TVM [30] to transform tensor computations into loop nests
that can be then manually optimized using user-defined transformations or
parametric schedules. Other approaches focus on exposing fast, local mem-
ories directly into the programming model, e.g., Triton [34] has been built
on the concept of tile-level operations.

Concerning compiler construction, traditional IRs based on a single, uni-
form level of abstraction proved themselves to be solid approaches for compil-
ers that focused on relatively low-level frontend languages (i.e., C, C++) [35,
36]. Being fixed in their abstraction level, those representations usually set-
tle on the greatest common set of features shared by all front-end languages,
a set that often reduces to a handful of low-level, hardware-friendly con-
cepts. Nevertheless, the need for efficient generated code forced compilers to
introduce key features like fixed-size SIMD vectors2 even though completely
missing from front-end languages. These additions often require non-stan-
dard language extensions3, an approach that, while being essential to sup-
port hardware evolution, present high engineering costs when data types
become increasingly complex4. Moreover, ML programs are usually written
in high-level, domain-specific languages where tensor algebra is a first-class
citizens [37, 38]: to be able to sustain this evolution, compilation stacks are
transitioning from the traditional low-level, fixed IRs to expressive, flexible
representations.

Expanding the abstraction levels of an IR is not a novel concept. One
notable example adopted in a production compiler is WHIRL [205], a multi-
level IR that allows the input program to be represented at different levels of
abstraction, each one designed to make a specific set of analyses and trans-
formations more effective. The key concept highlighted by WHIRL authors
is the importance of designing the most efficient form of representation for
each optimization phase to work on [205]. The IR spans from very high-level
forms designed to perform reasoning close to the input program semantics
(e.g., MPI [206] communications optimizations or structure layout transfor-
mations [207]), to lower levels progressively close to the target machine. The
effectiveness of this approach is witnessed by its traction during the dawn
of the first two great computing disruptions of the last 20 years, namely the
multicore era [41, 208] and GPGPU [42]. The power of multi-level IRs as
tools to overcome the challenges of computing at the end of Moore’s Law is
proven by the fact that all novel ML compilation approaches leverage differ-
ent forms of the multi-level IR concept as it enables carrying rich semantic
information across the compilation pipeline and transforming it most effi-

2LLVM Language Reference Manual: Vector Types
3Clang Language Extensions: Vectors and Extended Vectors
4LLVM Language Reference Manual: X86_amx Type
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ciently, avoiding any semantic loss [39, 40, 33]. One notable example is
MLIR [39] (or Multi-Level Intermediate Representation), an SSA-based IR
that expands on the multi-level concept by introducing two novel features:
extensibility, as it can be extended with custom types and instructions (log-
ically grouped in modules called dialects) that seamlessly integrate into the
existing language, ecosystem of analyses and transformations; progressive
lowering, as it allows multiple levels of abstractions, coming from different
dialects, to coexist in the same IR program. These features enable compila-
tion process to lower (or spend) precious semantic information only at the
right time when the best possible transformation can be applied, such that
a non-reversible expenditure of semantic information brings the most value
to the lowering result. The effectiveness of MLIR as a compiler construction
framework is proven by several innovative ML toolchains [34, 209, 210, 211].

The back-end or code generation is traditionally the last compilation
stage before program emission and is the closest to the target hardware.
Tasks like instruction selection, target-specific optimizations, and register
allocation are essential for the quality and performance of the resulting pro-
gram [212]. As discussed in Chapter 2, modular, extensible ISAs and domain-
specific architectures are increasing the diversity of compilation targets.

In this chapter I present the work done by the research group led by
Prof. Tobias Grosser at the University of Edimburgh (now at Cambridge Uni-
versity) and my research contributions [213] while visiting. The effort focused
on investigating how progressive lowering can help in dealing with novel, ap-
plication-specific targets and how SSA, multi-level IRs like MLIR can be
leveraged to compile programs. The compilation target is Snitch [48], a
RISC-V accelerator architecture designed by ETH Zurich to pursue extreme
compute energy efficiency using novel features like floating point hardware
loops to elide control flow and stream-semantics registers to reach perfect,
software programmed prefetching. Snitch poses particularly interesting code
generation challenges that require reasoning at multiple levels of abstraction
simultaneously, e.g. affine expressions for memory accesses and target-spe-
cific register allocation constraints must be taken into account at the same
time. In the resulting publication, Lopoukhine et al. [67] show how MLIR
can be leveraged to build an efficient dense linear algebra kernel compiler
for Snitch and how the concept of progressive lowering can be applied to
traditional compiler backend tasks performed on a multi-level SSA IR.

3.1 Compiling at the End of Moore’s Law : Intro-
duction

Modern general-purpose compiler frameworks use a mid-level, target-agnos-
tic, RISC-like IR as input to a generic and well-optimized backend. As a
result, several languages targeting LLVM IR [35] all benefit from shared mid-
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level optimizations and mature CPU backends. At the same time, modern
DSL compilers are commonly based on multi-level IRs like MLIR [214] that
allow for progressive lowering of the input program across domain-specific
abstractions. While they successfully broaden the expressive power of IRs at
the higher levels of the compilation stack, they commonly target LLVM as a
backend. LLVM targets modern superscalar CPUs reasonably well, but its
RISC-like IR fails to effectively model the domain-specific nature of modern
hardware. It is indeed possible to augment the LLVM IR with an increas-
ingly diverse set of target-specific features [44], but these features impact
all targets and the implementation is usually a long-term community and
engineering effort [215]. At the same time, while being modeled to target
modern superscalar CPU architectures, the general approach to backend de-
sign struggles to generate extremely high-performance kernels, to the point
that even estabilished CPU architecture vendors need to opt out of general-
purpose compiler backends to emit high-performance kernels [216]. These
critical operations are mainly related to linear algebra (i.e., matrix multipli-
cations and convolutions [216]) where input tensors are of fixed size, and rely
on various degrees of auto-tuning and kernel parameter space exploration to
reach the best possible performance [216, 217]. This trend is even more se-
vere for domain- and hardware-specific optimizations that are increasingly
harder to express in traditional backends: as a result many domain-spe-
cific compilers, languages and libraries [198, 218, 219, 220, 217] sidestep the
traditional compiler backend.

The approach proposed by Lopoukhine et al. [67] and described in this
chapter, widens this hourglass model by proposing a multi-level backend
which accepts, preserves, and exploits domain-specific information to target
highly specialized hardware. It is based on a family of static single assign-
ment (SSA) IRs modeling both the base target RISC-V ISA and structured
IRs for domain-specific accelerator extensions. It supports structured control
flow and non-standard register usage through a multi-level register allocator
that operates across IR abstractions and demonstrate that spilling common
in best-effort register allocation is unnecessary for peak performance. By
lowering from a high-level DSL, it proves that a wide backend allows for
direct lowering of domain-specific concepts to corresponding hardware fea-
tures, simplifying code generation compared to traditional backends. These
concepts are applied to a novel backend for Snitch [48], a scalable in-order
RISC-V core augmented with floating point accelerators, custom extensions
for streaming registers and hardware loops, and is capable of generating high-
performance dense linear algebra kernels for Snitch.

This chapter covers the novel approach to backend construction intro-
duced by Lopoukhine et al. [67]. In particular, Section 3.2 covers the Snitch [48]
architecture, its unique ISA extensions and the current programming model
(Paragraph 3.2.1). Section 3.3 introduces the MLIR language and ecosystem.
Section 3.4 describes the overall approach by Lopoukhine et al. [67] with fo-
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cus on my contributions related to stream semantic register (SSR) represen-
tation in MLIR (Paragraph 3.4.1), type legalization (Paragraph 3.4.2) and
representation and lowering of SSR ISA extensions to assembly-level dialects
(Paragraph 3.4.3). Section 3.5 describes the authors’ approach to the exten-
sive experimental evaluation needed to assess the performance of generated
kernels, focusing on my contributions about the architecture’s performance
model (Paragraph 3.5.1), the performance metrics used (Paragraph 3.5.2)
and how the overall continuous testing and benchmarking methodology is
designed and implemented (Paragraph 3.5.3).

3.2 The Snitch Architecture

As technological challenges drive hardware designs towards vertical special-
ization, the RISC-V modular, extensible, and royalty-free instruction set
architecture (ISA) is gaining popularity for domain-specific accelerators [2].
As shown in Chapter 2, RISC-V has become a key enabler for both architec-
ture research [46, 47, 48, 49] and novel concepts in accelerator and processor
design [50, 51, 52, 53, 54, 55]. The RISC-V ISA defines a simple load-store
reduced instruction set computer (RISC) architecture [169]. The ISA is or-
ganized in small groups of logically related instructions, simplifying their
hardware implementation and enabling composition. Custom extensions are
increasingly adopted to ship specialized designs [51, 221, 176] ranging, for
example, from multi-core cloud CPUs with hardware barriers, cache control
and custom vector instructions [222, 52] to energy efficient architectures with
multi-precision packed-SIMD instructions [223, 224].

Increasing hardware specialization creates challenges in efficient code gen-
eration for traditional compiler backends. This is due to the widening gap
between the high-level, application-driven semantics of such extensions that
are hard to represent with common IR and backend data structures [225].

Snitch [48] is an open-source, state-of-the-art RISC-V core design by
ETH Zurich. It applies novel architectural solutions to address the compute
scalability challenge in terms of energy efficiency, achieving more than double
the floating-point (FP) performance per Watt of other leading commercial
accelerators. It has been successfully used as the fundamental building block
of large, multicore architectures, like Occamy [19], Manticore [177] and het-
erogeneous tiled accelerators [55]. The same accelerator architecture is at
the core of the Monte Cimone accelerated partition presented in Chapter 2.

Snitch (Figure 3.2) comprises a lean, in-order integer core that can be
expanded via an accelerator port. In our case, the Snitch core is augmented
with a large FPU, capable of multi-precision and (non-standard) packed-
SIMD instructions [195, 223]. Moreover, the integer core connects to the
FP accelerator subsystem through a sequencer unit, which drives the FPU
with a stream of instructions independently from the integer core. Its key
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Figure 3.2: Simplified high-level overview of the Snitch micro-architecture [48].
This simplified model is used to define the performance model (Paragraph 3.5.1)
used by the experimental evaluation. FPU utilization can be maximized us-
ing hardware loops (FREP) to remove explicit loop control flow and SSR to
eliminate explicit FP load/stores for affine access patterns. This figure is from
Lopoukhine et al. [67].

design idea is to maximize area and energy efficiency, by utilizing the FPU
core for most of the computation. Two custom features enable optimal FPU
utilization:

• Stream semantic registers (SSRs) implicitly handle FP loads/stores
when adhering to affine linear memory accesses [226].

• Floating-point repetition (FREP) repeatedly executes an FP instruc-
tion sequence, removing the need for loop control flow (conditionals, jumps,
induction variables).

Combining SSRs and FREP allows the FPU to execute instructions without
waiting for the integer core to provide them, effectively making the archi-
tecture pseudo-dual issue. Lastly, Snitch uses a fast, energy-efficient, high-
throughput tightly-coupled data memory (TCDM), acting as a software-
managed L1 cache. When the FP accelerator subsystem is configured to
execute streams of FP instructions independently, the integer core can con-
tinue its operation, making the architecture effectively pseudo-dual issue
without any out-of-order execution in the micro-architecture. A hardware
scoreboard enables staggering memory accesses tracking load-use dependen-
cies, thereby achieving a significant degree of latency tolerance for memory
operations at a minimal hardware cost [48].

With the help of a scalable interconnect, multiple Snitch cores are then
aggregated in a cluster, where all cores share a single integer multiply and
divide unit, an L1 instruction cache, and a fast, software-managed TCDM.
While the core has no data cache, the shared TCDM is designed to be used
as a software-managed scratchpad memory. Moreover, one core per cluster is
dedicated to the management of direct memory access (DMA) asynchronous,
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strided data transfers between the global memory (shared across all clusters)
and the TCDM (shared across all cores of a cluster).

A Snitch core implements the RV32IMAFD ISA and, thanks to the exten-
sibility provided by the RISC-V encoding, exposes all of its novel features
via custom ISA extensions.

To show the effect of Snitch original extensions on instructions streams we
consider a double precision vector inner product using standard RV32IMAFD
instructions only (Figure 3.1). In this case, for each loop iteration, only
1 out of 7 instructions is actual computation while the rest are loads, in-
duction register updates and control flow, allowing an attainable peak of
0.28FLOP/instruction.

By introducing SSRs, all load instructions become implicit accesses to
ft0 and ft1 registers, allowing the elision of load (fld) instructions. In
this case, 1 out of 3 instructions is actual computation: while induction
updates and control flow are still present, all loads and pointer arithmetics
have been removed increasing the attainable peak to 0.66FLOP/instruction.
Essentially, SSRs are working as a prefetcher, directly injecting values from
local memory into the FPU datapath without passing by the floating-point
register file. Traditional hardware prefetchers are based on dedicated micro-
architectural units whose goal is to infer access patterns of unknown in-
struction streams on the fly during execution [227]. In the case of SSRs
no runtime inference is involved and it is the software itself that configures
streaming units ahead of time to load (or store) data according to a linear
affine pattern.

By introducing floating-point repetition (FREP), all control flow and
induction updates can be removed, leaving a loop body containing a single
fmadd.d instruction to be executed. This last form increases the attainable
peak to 2FLOP/instruction. It is worth noting that, by eliding all integer
calculations, the introduction of both SSRs and FREP removed the use of
cluster-shared resources like the single integer multiply and divide unit.

To enable Snitch-based architectures to efficiently support modern DL
models, a wide range of FP formats are supported by the FPU attached to
the integer core via its accelerator extension port. The FPU provides instruc-
tions operating on quarter (Xf8), half (Xf16 and the IEEE 754 2008 [196]
alternate Xf16alt), single (f) and double (d) precision formats. Since the
data movement via SSRs happens in blocks of 64 bit, when working with
data structures of elements smaller that 64 bit (i.e. FP formats of precisions
lower than double), more than one element is transferred from memory to a
FP register and vice-versa. In order to process smaller FP formats efficiently,
the Snitch FPU implements custom packed-SIMD RISC-V extensions (Xfvec
and Xfaux) with rich instructions like expanding inner products and a range
of SIMD reductions. Unfortunately, the absence of shuffling instructions
make some operations extremely inefficient (e.g.: matrix transpose).
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3.2.1 Programming Model

In practice, Snitch extensions have proven difficult to implement in tradi-
tional compiler backends due to SSRs adding implicit memory side effects
to potentially any FP instruction and FREP introducing a form of implicit
iteration, requiring the reconstruction of a large set of code guarantees. By
focusing on correctness rather than efficiency, previous attempts [228] made
extensive use of global side effects to successfully avoid miscompilations.
While producing correct code, cautious approaches tamper the efficiency of
the result. Moreover, while both Clang builtins and LLVM intrinsics are
available, they are hard to use efficiently and correctly. To date, no compiler
provides analyses to automatically generate code for them. Implementing
Snitch extensions in traditional compilers has proven challenging, as its ca-
pabilities introduce require reconstruction of code guarantees from backend
analyses [48, 228].

The current backend compiler support is provided by means of an LLVM
downstream fork [228]. As part of this work, the pre-existing PULP Project
LLVM fork has been rebased on top of LLVM 18 and the MC Layer support
for FREP, SSR and the full SmallFloat [195] ISA has been fixed and im-
proved. Along Clang builtins and LLVM intrinsics, access to Snitch-specific
features is provided via a C library shipped by the hardware maintainers.
Figure 3.3 shows an example of an optimized BLAS SAXPY (single preci-
sion scaled vector multiplication) implementation for Snitch, using a mix of
application programming interface (API) calls and inline assembly.

Stream semantics must be set up ahead of time (Figure 3.3: a ) by
specifying, for each needed data mover, the iteration domain. SSRs support
any linear affine memory access pattern in the form ai+1 = ai + stride× i+
offset. In the SAXPY example only a 1-dimensional iteration domain is
needed while SSRs support up to four: in case of multiple dimensions, the
n-th dimension stream is going to take into account outer dimensions in its
own offset. Note that in Figure 3.3 all streams have the same 1-dimensional
iteration domain, so a single call is needed to set all data movers to the same
configuration.

Proper API calls (Figure 3.3: b ) are then used to set the base address for
each SSR. These calls translate to specific configuration instructions writing
to memory-mapped registers.

After these two groups of setup operations, three streams are ready for
operation and, inside a streaming region, ft0 will be use for streaming reads
from the first input vector, ft1 for streaming reads from the second input
vector and ft2 for streaming writes to the output vector.

Moreover, being pipelined, the Snitch FPU benefits from an unroll factor
(Figure 3.3: c ) that is at least the cycle latency of the repeated instruc-
tion: avoiding read-after-write (RAW) hazards allows the FPU to retire 1
instruction per cycle in a steady state execution.
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void saxpy(float a, float* x, float* y, float* z) {
    
    typedef float v2f32
        __attribute__((vector_size(2 * sizeof(float))));
    
    const uint32_t niter = N / 2;

    snrt_ssr_loop_1d(SNRT_SSR_DM_ALL, niter, sizeof(v2f32));

    snrt_ssr_read(SNRT_SSR_DM0, SNRT_SSR_1D, x);
    snrt_ssr_read(SNRT_SSR_DM1, SNRT_SSR_1D, y);
    snrt_ssr_write(SNRT_SSR_DM2, SNRT_SSR_1D, z);

#define UNROLL 8

    v2f32 vtmp[UNROLL];
    v2f32 va = {a, a};
    uint32_t nfrep = (niter / UNROLL) - 1;

    snrt_ssr_enable();

    asm volatile(
        "frep.o  %[nfrep], 16, 0, 0     \n"
          "vfmul.s %[vtmp0], %[va], ft0 \n"
          "vfmul.s %[vtmp1], %[va], ft0 \n"
          "vfmul.s %[vtmp2], %[va], ft0 \n"
          "vfmul.s %[vtmp3], %[va], ft0 \n"
          "vfmul.s %[vtmp4], %[va], ft0 \n"
          "vfmul.s %[vtmp5], %[va], ft0 \n"
          "vfmul.s %[vtmp6], %[va], ft0 \n"
          "vfmul.s %[vtmp7], %[va], ft0 \n"
          "vfadd.s ft2, %[vtmp0], ft1   \n"
          "vfadd.s ft2, %[vtmp1], ft1   \n"
          "vfadd.s ft2, %[vtmp2], ft1   \n"
          "vfadd.s ft2, %[vtmp3], ft1   \n"
          "vfadd.s ft2, %[vtmp4], ft1   \n"
          "vfadd.s ft2, %[vtmp5], ft1   \n"
          "vfadd.s ft2, %[vtmp6], ft1   \n"
          "vfadd.s ft2, %[vtmp7], ft1   \n"
        : [vtmp0] "=&f"(vtmp[0]), [vtmp1] "=&f"(vtmp[1]),
          [vtmp2] "=&f"(vtmp[2]), [vtmp3] "=&f"(vtmp[3]),
          [vtmp4] "=&f"(vtmp[4]), [vtmp5] "=&f"(vtmp[5]),
          [vtmp6] "=&f"(vtmp[6]), [vtmp7] "=&f"(vtmp[7])
        : [nfrep] "r"(nfrep), [va] "f"(va)
        : "ft0", "ft1", "ft2", "memory");
    
    snrt_ssr_disable();
}

a

streaming
load of 2xf32 values into 

operand

d

e

c

f

g

h

1
streaming

store of 2xf32 values to 
memory

data mover #0: ft0 loads from x

data mover #1: ft1 loads from y

data mover #2: ft2 stores yo z

b

Figure 3.3: BLAS SAXPY operation in Snitch. This code is an optimized im-
plementation of the single-core kernel utilizing read/write SSRs, FREP and an
unrolled loop body performing packed-SIMD instructions on vectors of two single
precision elements.
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In order to remove any control flow from the hot loop (i.e. the stream-
ing region), any iteration instruction (namely induction updates, compar-
isons and jumps) is replaced by the floating-point repetition instruction (the
frep.o at Figure 3.3: e ). In the example, the operands tell the Snitch
instruction sequencer to repeat nfrep times the following 16 instructions.
The two additional immediate operands set to zero tell the sequencer to per-
form no register staggering, a feature that allows to avoid data hazards stalls
due to register dependencies: in our case we are manually breaking register
dependencies (with the help of the vtmp temporary registers) for the sake of
clarity.

In the loop body (Figure 3.3: f ), the absence of a vector fused multi-
ply-add instruction imposes the use of one vector multiplication (vfmul.s)
and one addition (vfadd.s) for each pair of elements. As pointed out in
Section 3.2, data movement via SSRs happens in blocks of fixed 64 bit size.
In our example, vector elements are 32 bit wide. This forces the introduction
of vector instructions since every streaming read from memory is going to
load two contiguous single precision elements from memory in the same FP
register, that must then treated as a vector of two 32 bit values.

The streaming region (Figure 3.3: 1 ) is delimited by API calls switch-
ing on (Figure 3.3: d ) and off (Figure 3.3: h ) the streaming semantics
on the configured FP registers: ft0 for the first input vector, ft1 for the
second input vector and ft2 for the output vector. Inside the streaming
region, each read or write operation to such registers triggers a read or write
memory transfer and the subsequent update of the stream pointer to the
next memory location according to the configured access patterns. For this
reason, proper register clobbers (Figure 3.3: g ) must be specified to ensure
the register allocator doesn’t allocate SSR-reserved registers to intermedi-
ate values. Moreover, a global memory clobber must be specified to avoid
incorrect code generation: inside a streaming region, every FP instruction
must be considered side-effecting and effectively a load/store according to
the streaming register they operate on. Any kind of instruction hoisting or
reordering must be prevented to avoid miscompilations.

3.3 The MLIR Ecosystem

Amidst the challenges posed by the end of Moore’s law, software stacks strug-
gle to adapt, especially at the infrastructure level, where the lack of modular-
ity forces constant rebuilding of similar features, resulting in high engineering
costs and limited user flexibility. This issue is particularly evident in the ML
space: frameworks, programming languages, and performance libraries are
developed in vertical silos [229] that neither compose nor interoperate.

MLIR (Multi-Level Intermediate Representation) [39, 214] is a new com-
piler infrastructure that drastically reduces the entry cost to define and in-
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troduce new abstraction levels for building domain-specific IRs. It is part of
the LLVM project and follows decades of established practices in production
compiler construction. As such, MLIR is an ideal solution to the missing
infrastructure problem.

While details of MLIR as an IR are discussed later in this section, we
can identify its core principles:

Extensibility. The system is built with extensibility as a fundamental
requirement, not an afterthought. Every component, from operations to
types to transformation passes, can be extended or customized while kept
modular and interoperable.

Progressive lowering. Rather than forcing immediate translations be-
tween abstraction levels, MLIR enables gradual lowering of programs, pre-
serving high-level information until it’s no longer needed.

Unified infrastructure. Common compiler tasks like generic optimiza-
tion (e.g., constant propagation or common subexpression elimination), anal-
ysis (e.g., dataflow), and transformations (e.g., loop unrolling or tiling) are
provided through a shared infrastructure, reducing duplication and increas-
ing reliability. For example, in Section 3.5, we describe how parts of the
MLIR core infrastructure can be effectively integrated into a domain-spe-
cific compiler.

MLIR has found application in various domains, and it is becoming the
lingua franca of compiler construction: from tensor algebra compilers [230,
231, 232] to full-stack kernel [68] and graph [233] compilers for DL; from
sparse tensor code generators [234] to stencil programs compilers for dis-
cretized systems of differential equations [235]. MLIR is also used for target-
specific tasks, i.e., to drive automatic code generation for NVIDIA GPU
tensor cores [236].

Regarding the traditional compiler infrastructure, existing toolchains have
been built as isolated efforts, where abstractions, transformations, and rep-
resentations exist only in the domain of their specific code base. On the
other hand, the interoperability by-design introduced by MLIR allows for
seamless sharing of infrastructure and abstractions. A notable example is
xDSL5: introduced by Fehr et al. [237], it’s a pure-Python compiler construc-
tion toolkit that integrates into the MLIR infrastructure. Its design goal is
rapid DSL prototyping, IR design and compiler construction, something that
requires a non-negligible engineering effort when done in upstream MLIR.
xDSL is built on top of IR definition language (IRDL) [238], an MLIR di-
alect (or meta dialect) designed to describe MLIR dialects. Upstream MLIR
can build dialect definitions from IRDL sources6, integrating them in the
existing infrastructure at run time. By being completely interoperable, both
when transforming programs (by reading and emitting MLIR IR) and defin-

5https://xdsl.dev
6https://mlir.llvm.org/docs/Dialects/IRDL/
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!T0 = memref<200xf64>
!T1 = memref<5x200xf64>
!T2 = memref<5xf64>
#M0 = affine_map<(d0, d1) -> (d1)>
#M1 = affine_map<(d0, d1) -> (d0, d1)>
#M2 = affine_map<(d0, d1) -> (d0)>

func.func @matvec(%X: !T0, %Y: !T1, %Z: !T2) {
  linalg.generic {
    iterator_types = ["parallel", "reduction"]
    indexing_maps  = [#M0, #M1, #M2],
  }

  ins (%X, %Y : !T0, !T1)
  outs(%Z     : !T2)
  {
    ^bb0(%x : f64, %y : f64, %acc_old : f64):
      %prod    = arith.mulf %x, %y          : f64
      %acc_new = arith.addf %acc_old, %prod : f64
      linalg.yield %acc_new                 : f64
  }
  func.return
}

results

attributes

operation
name

operands

region

block

dialect
name

types

types

attributes

def

use

SSA form

1
*

cross-iteration 
dependence type

how indices 
are mapped

between 
input and output

what to 
compute

decoupling
access

from
execution

what the inputs and outputs are

MLIR Linalg

Figure 3.4: Organizing program abstractions as SSA-based IRs enables a modular
approach for compiler construction. The above vector-matrix product in MLIR
makes the use-def relationships explicit and obviates the need for intricate analyses
by capturing information at the right abstraction level (e.g., directly expressing
iteration types in linalg.generic). This figure is from Lopoukhine et al. [67].

ing new dialects (by emitting dialect definitions in IRDL), xDSL is a notable
example of the unified infrastructure enabled by MILR. The validity of this
approach is proven by both previous work [239] and by Lopoukhine et al. [67],
where a mix of xDSL dialects and transformation passes are used alongside
a selection of upstream MLIR’s to build a kernel compiler for the Snitch
architecture (Section 3.2).

As the compiler construction landscape continues to evolve to adapt to
the new challenges coming from the end of Moore’s law, MLIR flexible de-
sign and shared infrastructure make it a powerful tool for addressing the
challenges of modern computing.

3.3.1 IR Structure

Static single assignment (SSA) intermediate representations (IRs) are widely-
used across modern research and industrial compilers (e.g., LLVM [35], GCC [240],
Cranelift [241], xDSL [242]), thanks to the broadly-accepted benefits that
explicit data flow information offers [212, 243]. Values in SSA form are as-
sociated with a unique name, and each use of a value refers to a unique
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define i32 @inc(i32 %val, i1 %cond) {
entry:
  br i1 %cond, label %then, label %else

then:
  %y = add i32 %val, 1
  br label %merge

else:
  br label %merge

merge:
  %result = phi i32 [ %y, %then ], [ %val, %else ]
  ret i32 %result
}

func.func @inc(%val: i32, %cond: i1) -> i32 
{
  cf.cond_br %cond, ^then, ^else

^then:
  %c1_i32 = arith.constant 1 : i32
  %0 = arith.addi %val, %c1_i32 : i32
  cf.br ^merge(%0 : i32)

^else:
  cf.br ^merge(%val : i32)

^merge(%result: i32):
  func.return %result : i32
}

Figure 3.5: The LLVM phi-based SSA form compared to an equivalend MLIR
block-based SSA form. In LLVM different SSA values defined in different incoming
branches of the control flow are merged by the phi instruction. The MLIR snippet
uses blocks with arguments instead of ϕ nodes: the ˆmerge block is entered with
different SSA values as its argument. The MLIR snippet uses the cf dialect to
represent unstructured control flow to keep the two forms as similar as possible

definition. We use SSA IR as implemented in MLIR [214].
Operations outline computation alongside their SSA values (i.e., results

and operands) (Figure 3.4). A dialect forms a namespace for a set of related
types and operations. Operations are prefixed with their dialect name (e.g.,
arith.addf) and may contain attributes, a key-value map of compile-time
constants.

Operations organized in blocks correspond to straight-line code (i.e., basic
blocks [212]). Blocks can represent bodies of functions or for loops, and may
have values as arguments. A region is a list of blocks associated with an
operation. The semantics of their parent operation defines complex control
flow between regions and blocks. For instance, scf.for embodies a typical
for loop, with an induction variable incrementing within an integer range
(Figure 3.4). Combining regions as a first-class IR element with SSA allows
the direct encoding of nested hierarchical structures in the IR, without any
restrictions in the combination of dialects used to express a program.

At the language level, the choice of MLIR authors of a block-based SSA
form over traditional alternatives has profound effects on the readability,
compactness and effectiveness of the IR language. The LLVM IR, for ex-
ample, uses a form based on phi (ϕ) functions that are introduced to merge
values from multiple predecessor blocks [243, 212]. If two paths lead to a
block, the ϕ-function selects the appropriate value for the variable depend-
ing on the incoming control flow. On the other hand, the SSA form based
on blocks, the one selected by MLIR authors, eliminates explicit ϕ-functions
by treating variables as arguments to basic blocks: instead of a ϕ-function,
the predecessors pass the appropriate values as arguments when transferring
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control to a block. This makes the IR more human-readable and compact,
the control flow more explicit and simplifies analyses ans transformations, as
the merging of values is tied to parameter passing rather than separate state-
ments. Comparison between the two approaches is shown with a simplified
example in Figure 3.5.

To build a linear algebra kernel compiler for Snitch that is based on
MLIR, Lopoukhine et al. [67] use a selection of existing upstream dialects
that model common programming abstractions such as functions (func),
structured control flow (scf), memory buffers with reference semantics (memref),
immutable tensors with value semantics (tensor) and SIMD vectors (vector).

3.3.2 Linear Algebra Programs in MLIR

The linear algebra dialect (linalg) is a common lowering destination for
high-level, ML-oriented IRs (e.g., onnx, pytorch) [233, 244]. Its value as an
entry point [245] to the MLIR IR is rooted in the ability to concisely cap-
tures high-level linear algebra computations using a single, versatile opera-
tion, linalg.generic, encoding the following properties: i) explicit iterator
types encoding data dependencies (e.g., whether the iteration of a specific
dimension is element-wise or performs a reduction), ii) affine mappings be-
tween iteration space and operand data, iii) an iteration space completely
defined by input/output operands, and iv) a lambda specifying the compu-
tation (Figure 3.4). These properties are hard, or impossible, to reconstruct
from low-level encodings [246, 229, 247]. The value of having those informa-
tions fully preserved from the input language and readily available during
the lowering process is shown by the results in Lopoukhine et al. [67], where
the linalg dialect is the selected entry point for programs that effectively
utilize the target Snitch accelerator (Section 3.5).

3.4 A Multi-Level Compiler Backend

Lopoukhine et al. [67] introduce a novel RISC-V backend representing target-
specific concepts at multiple levels of abstraction, designed and implemented
from scratch by leveraging the MLIR infrastructure throughout the compi-
lation flow. Target assembly is modeled in SSA with a set of MLIR dialects:
the lower level rv and rv_cf dialects and encode semantics (e.g., structured
control flow in rv_scf and call conventions rv_func) with the higher ones. In
contrast to traditional, monolithic backends, the MLIR-based infrastructure
is split into components that are easy to reason about and extend.

Notably, the rv dialect uses MLIR’s extensible type system, denoting
assembly instructions as operations where source and destination registers
correspond, respectively, to operands and results (Figure 3.7). Some opera-
tions, such as rv.get_register, are not printed in the assembly; these exist
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linalg.generic {
  iterator_types = [
    "parallel", // m
    "parallel", // n
    "reduction" // k
  ],
  indexing_maps = [
    affine_map<(m, n, k) -> (m, k)>, // A
    affine_map<(m, n, k) -> (k, n)>, // B
    affine_map<(m, n, k) -> (m, n)>  // C
  ]
}
ins  (%A, %B : memref<?x?xf64>, memref<?x?xf64>)
outs (%C     : memref<?x?xf64>) {

 ^bb0(%a : f64, %b : f64, %c : f64):
   %d = arith.mulf %a, %b    : f64
   %e = arith.addf %c, %d    : f64
   linalg.yield %e           : f64
}

dependence of iterators
e.g., it may occur in parallel

how indices are mapped
between input and output

what to 
compute

what are the inputs and outputs

Decoupling 
access

from 
computation

Figure 3.6: The presented approach leverages valuable information that explicitly
captures accesses and computation when expressed as an MLIR linalg.generic
operation. For this matrix multiplication, the reduction dimension k along with
how it maps to the input and output matrices is clearly expressed. This figure is
from Lopoukhine et al. [67].
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to create SSA values in the IR, bridging SSA semantics and the representa-
tion of registers in the type system (Figure 3.7). Operations in the rv_cf
dialect model unstructured control flow via jump instructions to other basic
blocks in the IR.

Along their novel representation of the RISC-V ISA in MLIR, authors
introduce additional, higher level RISC-V dialects allow to preserve more
semantic information that is useful for target-specific optimizations. For
example, the rv_func.func operation (Figure 3.7) encodes the application
binary interface (ABI) constraint of requiring function arguments and results
to be passed in A registers. Similarly, the rv_scf.for operation represents a
for loop in a structured way, easing optimizations and live range construction
during register allocation. These dialects are designed to mirror the existing
func and scf, making lowering from higher abstractions straightforward.

In contrast to monolithic compiler backends, the modular approach in-
troduced by Lopoukhine et al. [67] eases the addition of new capabilities. In
order to target Snitch unique features, the same MLIR backend structure is
augmented for ISA extensions by following a similar multi-level approach,
explicitly encoding accelerator semantics in the IR.

Snitch packed-SIMD operations, streaming configuration, and FREP loops
(Section 3.2) are modeled in the rv_snitch dialect. SSRs add memory effects
to previously pure arithmetic operations, a semantics that is modeled with
MLIR operations interacting with streaming registers (Figure 3.7). Snitch
SmallFloat [195] packed-SIMD instructions are modeled similarly to the stan-
dard FP instructions as they both operate on scalar FP registers. FREP
hardware loops are modeled with a region body and iteration count operand,
along with a mechanism to accumulate results (Figure 3.7), adding the con-
straint that only instructions on FP registers and stream operations are
allowed in the loop body. Additionally, Lopoukhine et al. [67] introduce the
snitch_stream.streaming_region operation to encapsulate the streaming
configuration and the region where streaming is enabled (Figure 3.7). These
operations provide convenient targets for higher-level compiler passes. The
representation of stream configurations as compile-time constants allows to
easily perform some key performance optimizations (Figure 3.7) like con-
stant folding on configurations: since the memory-mapped registers storing
data movers parameters are stateful, redundant configuration sequences can
be folded to avoid useless overheads. A single construct for upper bounds
and strides allows detecting and removing contiguous accesses, reducing the
number of generated assembly operations for accelerator configuration. Sim-
ilarly, a stride of 0 in the last dimension represents a repeated memory access
to the same location, for which the Snitch ISA extensions provide a dedicated
optimization, reducing the pressure on the memory interconnect. Declara-
tive, high-level representations of accelerator capabilities allow the compiler
to use simple peephole rewrites for custom optimizations.

Regarding other traditional backend tasks like scheduling, Snitch’s in-
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order core, software-managed L1 memory and the absence of caches on any
level of the memory hierarchy make its performance predictable. This hard-
ware design principle, followed by Snitch designers to reach the best possible
compute efficiency both in terms of power and area, allows compiler writ-
ers to rely on a simple scheduling pipeline without the need for expensive
schedule space exploration or sophisticated cost models.

Several other optimizations are introduced by Lopoukhine et al. [67]. For
example, to avoid accumulating intermediate results in memory, reduction
indices are excluded from iteration space specifications, guiding lowering to
loops with local values for accumulation. RAW conflicts are mitigated using
unroll-and-jam, interleaving multiple iterations in innermost loops, balancing
code size and register pressure for performance (Figure 3.8). The optimal
unroll factor depends on pipeline depth: for Snitch, the FPU has three stages,
so stalls are minimized with an unroll factor of at least four. Fixed iteration
space enables separation between stream setup and computation, lowered to
scf loops, with inner operations working on streams instead of memory.

Moreover, Lopoukhine et al. [67] introduce a spill-free register allocation
approach. The allocator is based on three linear passes operating direclty
on MLIR and highlights a key feature of this novel progressive allocation ap-
proach: the Snitch ISA extensions impose additional constraints on register
allocation. Snitch reserves the use of some registers during streaming, and
the set of reserved registers depends on the number of streams configured
and enabled in a specific streaming region. Those constraints can be ex-
pressed locally and naturally by each lowering pass by partially allocating
SSA values to registers known to be required ahead of time. Another impor-
tant feature comes from the fact that the SSA form guarantees that a linear
walk respects the order of use-def relations: this property extends to MLIR’s
SSA with regions, and enable allocation of whole function bodies in a single
backward walk. Moreover, since the handling of unstructured control flow
is not needed when operating on MLIR, no kind of liveness computation is
needed. Finally, another key point claimed by Lopoukhine et al. [67] is that
a register allocator for kernel compilers can afford to be spill-free. Since the
pipeline is designed to compile kernels supposed to be the hottest spots in
a linear algebra program, spilling is not taken into account: as soon as a
specific program runs out of allocatable registers, the compiler is allowed to
fail due to the resulting micro-kernel code being automatically inefficient.

In their work, Lopoukhine et al. [67] present a multi-level, modular ap-
proach to compiler construction that facilitates the extension of backends
to target accelerators with custom ISA extensions by leveraging shared ab-
stractions and infrastructure.

Details of concepts developed as part of this work are presented later
in this section. In particular, we introduce the memref_stream MLIR di-
alect that is the operation that carries all the information needed to exploit
SSRs and hardware loops in later lowering steps (Paragraph 3.4.1). We
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then discuss a traditional backend transformation like type legalization and
how it is performed on MLIR, and how the operations introduced by the
memref_stream dialect make tasks like vectorization (essential for correct
execution of non-double precision FP code on Snitch) an efficient transfor-
mation (Paragraph 3.4.2). Finally, we present how Snitch ISA extensions are
represented and directly lowered to target assembly code (Paragraph 3.4.3).

3.4.1 Representing SSRs

Dialects introduced by Lopoukhine et al. [67] represent concepts at dif-
ferent level of abstraction to support an effective lowering strategy. The
memref_stream dialect bridges linalg input dialect and snitch_stream op-
erations (Figure 3.8). The memref_stream.generic operation is based on
its linalg counterpart, except an explicit encoding of the iteration bounds,
in contrast to linalg’s approach of inferring bounds from input shapes (Sec-
tion 3.3.2).

Designed to extend the linalg.generic operation from MLIR upstream,
memref_stream.generic is the entry point of the Snitch lowering process.
The memref_stream dialect bridges linalg abstractions and snitch_stream
operations (Figure 3.8). The memref_stream.generic operation is based on
its linalg counterpart, except an explicit encoding of the iteration bounds,
in contrast to linalg’s approach of inferring bounds from input shapes (Sec-
tion 3.3.2). Figure 3.8 shows the structure of a memref_stream.generic
operation.

3.4.2 Type Legalization

Type legalization is the process of transforming data types into lower-level,
hardware-supported types that can be directly handled by the target ma-
chine [212]. The process typically involves decomposing complex types (e.g.,
structures, vectors, or large integers) into smaller, simpler types that conform
to the target architecture’s constraints: this usually simplifies later backend
transformations, e.g., instruction selection patterns can be defined just on
the operand types that the target hardware actually supports. For exam-
ple, a 128 bit integer might be split into two 64 bit integers if the hardware
lacks native support for 128 bit operations. Similarly, vector types may be
expanded, split, or aligned to match the hardware’s SIMD capabilities.

As detailed in Section 3.2, the Snitch architecture integrates a data mover
unit performing either register-to-memory and memory-to-register streaming
transfers operating only on blocks of data of fixed 64 bit size. This means that
all input structures (either memref or tensor) to a memref_stream.generic
structured operation with element types other than f64 must be be analysed
for legality. In particular, if the scalar block arguments to the payload body
are of types other than f64, then the whole memref_stream.generic must
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!T0 = memref<200xf64>
!T1 = memref<5x200xf64>
!T2 = memref<5xf64>
!S = !memref_stream.readable<f64>
#M0 = affine_map<(d0, d1, d2) -> (d1)>
#M1 = affine_map<(d0, d1, d2) -> (d0 * 5 + d2, d1)>
#M2 = affine_map<(d0, d1) -> (d0 * 5 + d1)>
#SP0 = #memref_stream.stride_pattern<ub = [1, 200, 5], index_map = #M0>
#SP1 = #memref_stream.stride_pattern<ub = [1, 200, 5], index_map = #M1>
memref_stream.streaming_region {patterns=[#SP0,#SP1]} ins(%X,%Y:!T0,!T1) {
^0(%0 : !S, %1 : !S):
  memref_stream.generic {
    bounds = [1, 200, 5],
    indexing_maps = [#M0, #M1, #M2],
    iterator_types = ["parallel", "reduction", "interleaved"]
  } ins(%0, %1 : !S, !S) outs(%Z : memref<5xf64>) {
  ^1(%x0 : f64, %x1 : f64, %x2 : f64, %x3 : f64, %x4 : f64,
         %y0 : f64, %y1 : f64, %y2 : f64, %y3 : f64, %y4 : f64,
         %a0 : f64, %a1 : f64, %a2 : f64, %a3 : f64, %a4 : f64):
         %b0 = arith.mulf %x0, %y0 : f64
         %b1 = arith.mulf %x1, %y1 : f64
         %b2 = arith.mulf %x2, %y2 : f64
         %b3 = arith.mulf %x3, %y3 : f64
         %b4 = arith.mulf %x4, %y4 : f64
         %c0 = arith.addf %a0, %b0 : f64
         %c1 = arith.addf %a1, %b1 : f64
         %c2 = arith.addf %a2, %b2 : f64
         %c3 = arith.addf %a3, %b3 : f64
         %c4 = arith.addf %a4, %b4 : f64
         memref_stream.yield %c0, %c1, %c2, %c3, %c4 
                           : f64, f64, f64, f64, f64
  }
}

no reduction dimension indices
as it is performed in register

Unroll-and-Jam

stream 
setupexplicit bounds

Figure 3.8: The memref_stream abstractions bridge the gap between high-level
linear algebra abstractions and Snitch accelerator capabilities, allowing the schedul-
ing of computation operations before separating access from execution. This figure
is from Lopoukhine et al. [67].
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func.func public @sumf32(%m0 : memref<8x16xf32>,
                         %m1 : memref<8x16xf32>,
                         %m2 : memref<8x16xf32>)
                    -> memref<8x16xf32> {
  memref_stream.generic {
    bounds = [8, 16],
    indexing_maps = [
      affine_map<(d0, d1) -> (d0, d1)>,
      affine_map<(d0, d1) -> (d0, d1)>,
      affine_map<(d0, d1) -> (d0, d1)>
    ],
    iterator_types = ["parallel", "parallel"]
  } ins(%m0, %m1 : memref<8x16xf32>, memref<8x16xf32>)
    outs(%m2 : memref<8x16xf32>) {
  ^0(%in0: f32, %in1: f32, %out: f32):
    %0 = arith.addf %in0, %in1: f32
    memref_stream.yield %0: f32
  }
  func.return %m2 : memref<8x16xf32>
}

Figure 3.9: Example of element-wise addition of 2-dimensional matrices (in the
form of memref memory buffers) represented with a memref_stream.generic op-
eration. Element types are single precision FP scalars, a data type that is handled
by the Snitch FPU but becomes illegal with respect to SSR memory transfers.
This program needs to be legalized (Figure 3.10).

be transformed to achieve legality. Figure 3.9 shows an input IR for a simple
element-wise addition of two 2-dimensional memory buffers.

The legalization process on MLIR is achieved via a transformation pro-
cess that works as follows:

1. analyze the input data types and compute the tiling factor for the last
dimension according to the bit width of the element type (i.e. the
number of actual lanes in the packed-SIMD vectors);

2. modify iteration bounds according to the tiling factor. On a struc-
tured loop, this equals to tiling the stride-1 dimension and applying an
equivalent unrolling factor;

3. modify the affine access maps specified in the memref_stream.generic
operation according to the last dimension’s tiling factor. This is needed
to account for the iteration bounds modified in the previous step;

4. modify the payload body introducing vector types of proper size ac-
cording to the tiling factor. This is done with simple rewrites following
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func.func public @sumf32(%m0: memref<8x16xf32>,
                         %m1: memref<8x16xf32>,
                         %m2: memref<8x16xf32>)
                    -> memref<8x16xf32> {
  memref_stream.generic {
    bounds = [8, 8],
    indexing_maps = [
      affine_map<(d0, d1) -> (d0, (d1 * 2))>,
      affine_map<(d0, d1) -> (d0, (d1 * 2))>,
      affine_map<(d0, d1) -> (d0, (d1 * 2))>
    ],
    iterator_types = ["parallel", "parallel"]
  } ins(%m0, %m1: memref<8x16xf32>, memref<8x16xf32>)
    outs(%m2: memref<8x16xf32>) {
  ^0(%in0: vector<2xf32>, %in1: vector<2xf32>, %out: vector<2xf32>):
    %0 = arith.addf %in0, %in1: vector<2xf32>
    memref_stream.yield %0: vector<2xf32>
  }
  func.return %m2: memref<8x16xf32>
}

Figure 3.10: Result of Snitch legalization applied on the input example of element-
wise addition of 2-dimensional matrices shown in Figure 3.9. Highlighted changes
are adaptation of static iteration bounds, affine access maps and payload body’s
block argument types. The resulting IR represents a generic operation (from the
memref_stream dialect) that has been tiled by a factor of 2 and vectorized in its
computational payload.

use-def chains from the block arguments to the payload body until both
the yielded type and block arguments are all of legal vector types.

Figure 3.10 shows the result of the legalization transformation, where
only legal types are present in the payload body of the memref_stream.generic
operation.

Vectorization is a challenging problem in traditional compilers due to its
needs of analyzing data dependencies, memory access patterns, and control
flow to ensure correctness while transforming scalar operations into vector in-
structions [212]. In our case, the process starts from a memref_stream.generic
that carries the same information as a linalg.generic operation (as shown
in Section 3.3), augmented with additional metadata needed for Snitch lower-
ing (i.e. static iteration bounds). The decoupling between memory accesses
and actual computation, with the former being completely defined by explicit
iterator types, affine mappings and input/output operands, make transfor-
mations that are traditionally difficult like multi-dimensional tiling and vec-
torization, efficient. The advantage of having such rich information readily
available during the lowering process (as shown in Section 3.3, informations
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that are hard, or impossible, to reconstruct from low-level encodings [246,
229, 247]) is clearly demonstrated by the legalization process: correct type
legalization and vectorization (via tiling) become straightforward analyses
and transformations.

3.4.3 Configuring Software-Managed Prefetchers

The ability to represent assembly instructions in MLIR can be used to model
Snitch SSR setup instructions. SSR-specific instructions are used to config-
ure and control streaming behaviour, thus defining the boundaries of stream-
ing regions in the instruction stream (Paragraph 3.2.1). Among other target-
specific dialects discussed in previous sections, the snitch dialect is intro-
duced for this purpose. This dialect can be seen as a target dialect, as its
operations are directly mapped to target functionalities (or instructions as
in this case). Figure 3.11 shows the direct lowering performed by a simple
transofmation pass to RISC-V assembly with Snitch extensions. Several ex-
amples of this class of target dialects are present in upstream MLIR (i.e.
nvgpu, amdgpu, arm_sve, and others), even though their output is usually
in the form of LLVM intrinsics instead of machine instructions. Figure 3.11
shows an input IR program that configures a three-dimensional read stream
(Figure 3.11: a , by setting respective bound, stride and source address)
and a one-dimensional write stream (Figure 3.11: b ). It’s worth noting
that the first stream is also configured with a repetition value. After the
setup phase, it defines a streaming region in the straight-line operation se-
quence by switching on and off (Figure 3.11: c ) the streaming semantics
for the respective FP registers. In Figure 3.11 is also shown the IR result of
the lower-snitch transform pass. The produced IR uses operations from
both riscv and riscv_snitch dialects, where the former is used to repre-
sent instructions part of the RISC-V standard set of extensions (Figure 3.11:
1 ) and the latter for Snitch-specific ISA extensions (Figure 3.11: 2 ). It is

worth noting that both dialects (riscv and riscv_snitch), introduced in
Lopoukhine et al. [67], are assembly-level dialects: each operation represent
a specific ISA instruction and operands are either attributes (for immedi-
ate/constant arguments) or proper instruction operands of the riscv.reg
type, that represent SSA values that still need to be allocated to registers.
This snippet highlights key features of MLIR, where multiple dialects can
coexist in the same IR program and a dialect can extend existing dialects by
leveraging its types and transformations.

3.5 Experimental Evaluation

Lopoukhine et al. [67] present an extensive experimental evaluation to assess
the ability of assembly-level RISC-V dialects to represent high-performance
linear algebra kernels and to prove that their multi-level register allocator
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can support code generation even without support for register spilling. Ex-
perimental methodology, infrastructure, results and findings are summarized
in this sections.

The benchmarking kernels selected by authors aim at being represen-
tative of mainstream DNN models. Namely, the benchmark set contains
kernels from two DNNs: NSNet2 [248], a noise suppression model, and Alex-
Net [249], an image classification model. The selection ensures that input
kernels cover a wide range of operations: element-wise and reduction com-
putations on tensors, linear and non-linear memory accesses, nested loops.
All kernels are manually implemented in both C and MLIR, the latter using
only the linalg dialect operating on tensors, similar to the MLIR IR emit-
ted by mainstream DL frameworks. An additional variant, implemented in
C with inline assembly following the Snitch programming model (as shown
in Paragraph 3.2.1) and optimized to reach peak performance on Snitch, is
provided for a subset of selected kernels.

As described in Section 3.2, the compilation target is Snitch [48]. The
same accelerator architecture is at the core of the Monte Cimone accelerated
partition (Chapter 2). The open-source reference SystemVerilog implemen-
tation of Snitch is compiled with Verilator [250] to generate the register
transfer level (RTL) cycle-accurate simulator. According to the Snitch mi-
cro-architecture (Figure 3.2), the FPU can execute one instruction per cycle
peak or two floating-point operations (FLOPs) per cycle peak in case of the
fused multiply-add (FMA) instruction), when operating on 64 bit values. For
smaller types, a corresponding number of vector operations can be executed.
As an in-order, bare-metal platform with no runtime or operating system,
all measurements on the Snitch platform are deterministic.

The PULP Project provides an LLVM toolchain [228]that is capable of
targeting Snitch, enabling the assembly-based programming model described
in Paragraph 3.2.1. It’s worth noting that no existing compilers can auto-
matically generate code that leveraged Snitch ISA extensions. The evalua-
tion considers two alternative compilation flows, both leveraging the LLVM
RISC-V backend: i) a pipeline using upstream MLIR passes, lowering the
same inputs as this prototype compiler, and ii) a naive C reimplementation
of the same kernel.

A key advantage in constructing MLIR compilation pipelines for the eval-
uation is the ability to take advantage of MLIR’s rich ecosystem of compiler
components and tools. The proposed backend is implemented in the xDSL
open-source compiler framework (v0.21.1) [237, 242], the Pythonic counter-
part of MLIR, enabling native integration of core MLIR constructs (i.e., SSA,
regions) within the language. Interoperability between xDSL and MLIR is
achieved via the common text IR format. For C implementations, we use the
LLVM toolchain provided by the Snitch architects [228], containing both the
assembler and linker used in all our kernel implementations. The program-
ming model used in C implementations is introduced in Paragraph 3.2.1.
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Leveraging existing tools popular in industry eases the adoption of our work
in research and production.

3.5.1 Performance Model

To define a roofline performance model [126] for Snitch, peak values for
both compute throughput and memory bandwidth are defined according
to the micro-architecture (Figure 3.2), as follows. The pipelined FPU is
capable of executing one instruction per cycle or, in terms of double precision
(the largest supported format) arithmetic operations, 2FLOP/cycle since
the ISA provides the FMA instruction that performs both an addition and
a multiplication in a single cycle (in the pipeline steady state).

Each core can issue 5 load/store instructions per cycle: 3 coming from
SSRs and 2 coming from additional load-store units (LSUs), one in the fron-
tend integer core and one in the FPU proper. While the shared low-latency
memory can serve 32 requests per cycle, either a load or a store, each core
is connected via 3 memory ports to the low-latency memory, hence at most
3 requests coming from a single core can be served every cycle. Moreover,
memory transfers are performed in fixed-size transactions of 8B, therefore
the peak attainable memory bandwidth by a single core is 24B/cycle. The
8B fixed transaction has profound effects on both the current assembly-based
programming model and the actual code generation: every kernel operating
on floating-point precisions lower than double, must deal with packed-SIMD
instructions (Paragraph 3.2.1). Since this work doesn’t deal with the ac-
celerator’s global memory (HBM2E in the case of Occamy [19]), the only
memory roof needed refers to the L1 low-latency memory.

The roofline plot for the double precision matrix multiplication kernel
is reported in Figure 3.14. The input program is MLIR linalg and the
resulting RISC-V assembly kernel is obtained via the lowering pipeline pre-
sented in this chapter. The plot shows data from 500 simulations with vary-
ing tensor shapes: with CM×N = AM×KBK×N , experiments range from
(M = 4,K = 4, N = 8) to (M = 8,K = 64, N = 64). The limit to the
shape space exploration is set by the available L1 memory on the Snitch
cluster. Moreover, to overcome the large computational needs of the Verila-
tor simulator, the benchmark harness (described in detail in Paragraph 3.5.3)
is run on the Leonardo [5] supercomputer. The plot highlights how all (but
one) data points are above the double precision theoretical peak of the ar-
chitecture (1FLOP/cycle) thanks to the extensive use of FMA instructions.
Figure 3.14 supports the findings depicted in Figure 3.17, Figure 3.18 and
Figure 3.19: while kernels operating on larger tensors are near-optimal (in
terms of FMA theoretical peak), smaller tensors progressively decrease the
sustained performance due to constant overheads (function calls, SSRs setup
sequences). It’s also worth noting how SSRs behave on the kernel characteris-
tics. Since Snitch’s data movers operate as software-managed L1 prefetchers,
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Figure 3.14: Roofline plot of the double precision matrix multiplication kernel.
The input program is MLIR linalg and the resulting RISC-V assembly kernel is
obtained via the lowering pipeline presented in this chapter. The plot shows data
from 500 simulations with varying tensor shapes: with CM×N = AM×KBK×N , ex-
periments range from (M = 4,K = 4, N = 8) to (M = 8,K = 64, N = 64). Almost
all data points are above the double precision theoretical peak of the architecture,
highlighting an extensive use of FMA instructions.

the optimal multi-dimensional SSR configuration generated by the proposed
compiler backend make the majority of generated kernels compute bound:
the operands needed by each floating point instruction are always available
at minimal latency at the time of instruction issue.

3.5.2 Performance Metrics

With respect to throughput measurements, both instruction/cycle and FLOP/cycle
are taken into account. Another important metric is FPU utilization, ex-
pressed as the ratio of cycles spent in the FPU executing arithmetic instruc-
tions over the total execution latency. These three metrics assess the kernel
execution speed and the efficient use of the available compute resources.

To obtain accurate performance data, we need to measure the cycle count,
throughput, and FPU utilization for each kernel execution. Each simulation
in the benchmark set is run through the compiled Verilator simulator pro-
ducing a detailed execution trace. The Verilator trace is disassembled to
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1320 M 0x800001e0 flw     ft0, 0(a5)    #; ft0  <~~ Word[0x100000c4]
1321 M 0x800001e8 flw     ft1, 0(a5)    #; ft1  <~~ Word[0x100001c4],
                                           (f:lsu) ft0  <-- 140.3935394
1322 M 0x800001ec fmul.s  ft0, ft0, fa0 #; ft0  = 140.3935394, fa0  = 97.6270065,
                                           (f:lsu) ft1  <-- 627.5956421
1323 M 0x800001f4 add     a5, a2, a3    #; a2  = 0x10000200, a3  = 208,
                                           (wrb) a5  <-- 0x100002d0
1324 M 0x800001f8 addi    a3, a3, 4     #; a3  = 208, (wrb) a3  <-- 212
1325 M                                  #; (f:fpu) ft0  <-- 13706.2011719

b

a

d

c

Cycle Inst. Operands Arch. Events

Figure 3.15: Snitch execution trace. This format is produced by both disassem-
bling the Verilator traces and post-processing the result via the Snitch repository
tooling.

get instructions and operands from opcodes, and then post-processed via
the tooling provided by the Snitch authors along with the SystemVerilog
sources. The resulting output is a condensed execution trace in the format
presented in Figure 3.15. The trace format reports several information, in-
cluding cycle count from the beginning of the simulation, the value of the
program counter at that cycle, the instruction along with its operands and,
more importantly, all the architectural events occurred at each clock cycle.
This latter is of particular importance since it allows to measure instruction
and memory latencies. For example, Figure 3.15: a highlights the single
cycle latency needed to load a single-precision floating point value from L1
memory, from the issue of the flw instruction to the actual write back of
the destination operand ft0 by the FPU own LSU (f:lsu). For the actual
multiplication instruction (fmul.s) shown in the example, the latency spans
4 cycles (Figure 3.15: b ) and the two subsequent integer additions (add
and addi in Figure 3.15: b ) highlight the pseudo-dual issue capability of
Snitch since they are executed by the integer core while the FPU is still busy.
The actual retirement of the multiplication instruction and write back of the
destination register (ft0) happens 4 cycles later, in a clock cycle that sees
no new instructions issued (Figure 3.15: d ), marking it as a stall. From the
analysis of this post-processed trace, we can extract all performance coun-
ters needed by our experimental evaluation. The full overview of available
counters and derived metrics is presented in Table 3.1.

3.5.3 Continuous Testing and Benchmarking Infrastructure

During the early stages of this work we realized that building a kernel com-
piler requires continuous feedback both in terms of correctness and perfor-
mance of the generated code. For this reason, we introduced a deterministic
testing and benchmarking harness that is then used in a continuous inte-
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gration infrastructure to provide feedback on every change introduced in
the code generation pipeline. Given the set of selected kernels, the pipeline
explores the parameter space of input tensor shapes and, for each kernel in-
stance, checks for results correctness and produces all performance counters
computed from cycle-accurate Verilator simulation traces (Paragraph 3.5.1).
Moreover, in order to assess the contribution of each optimization pass and
the optimal pass schedule, the test harness explores the parameter space of
optimization passes by adding each optimization incrementally. Results of
this exploration are reported in Table 3.2.

The pipeline is implemented in the Snakemake [251] workflow language
and depicted in Figure 3.16. In particular, kernel_generate_∗ tasks drive
the parametric kernel generator to explore the space of input tensor shapes.
optimization_pipelines generates variants of the lowering pipeline by in-
cremental addition of optimizations. All tasks downstream of verilator
(that runs the actual simulation) are devoted to post-processing of execu-
tion traces and computation of performance counters.

The Snitch Verilog source repository provides utilities to decode simula-
tion traces: post-processing the cycle-accurate execution traces allows us to
compute all the performance metrics needed to support our benchmarking
model without any hardware support (like an actual performance monitoring
unit).

To support the parameter space exploration needed to guide both the im-
plementation and tuning of optimization passes, we also introduced a kernel
templating system. While not directly implemented in MLIR but instead as
an external tool, our kernel generator works similarly to the mlir-gen gen-
erator by Golin et al. [68] in that it instantiates variants of kernel programs
based on parametric input tensor shapes and, at the same time, provides
test input data along with reference results to ensure correctness.

3.5.4 Experimental Results

The first set of experiments presented by Lopoukhine et al. [67] have the
goal of assessing the performance of kernels expressed using low-level RISC-
V dialects. Sum, ReLU, and MatMulT kernels on 32 bit FP elements are
expressed using the snitch_stream, rv_snitch and structured rv dialects,
and lowered to assembly using the presented backend passes. The Sum and
ReLU kernels display similar performance behavior and attain 95% FPU uti-
lization. These kernels are element-wise operations on one or two operands,
have no reductions, and operate in linear manner, resulting in a minimal and
constant overhead for the accelerator setup and a simpler control flow struc-
ture, reaching near-100% FPU utilization. The MatMulT kernel reaches
74% FPU utilization, but only attains a throughput of 2.45FLOP/cycle.
All MLIR kernels match the performance of the optimized, handwritten as-
sembly versions, proving that the low-level MLIR dialects representing both
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fast

profile_to_csv

csv_to_pivoted

trace_to_profile

dasm_to_trace

verilator

cc_link

cc_assemble

cc_compile_c

assembly_to_regalloc_stats

kernel_generate_source

mlir_linalg_compile xdsl_compile

kernel_generate_params

kernel_generate_data_h

kernel_generate_data_c

xdsl_kernel_generate_source

cc_compile_shared_main cc_compile_ll

optimization_pipelines

regalloc_stats_to_csv

combine_regalloc_stats

Figure 3.16: Compiler continuous testing and benchmarking pipeline. Ver-
tices represent tasks, edges represent data dependencies. Tasks in the form
kernel_generate_∗ drive the parametric kernel generator to explore the space
of input tensor shapes. optimization_pipelines generates variants of the low-
ering pipeline by incremental addition of optimizations. All tasks downstream of
verilator (that runs the actual simulation) are devoted to post-processing of ex-
ecution traces and computation of performance counters.
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standard and Snitch RISC-V ISAs are capable of matching expert-written
and tuned kernels.

Register allocation is a critical task for compiler backends: the second set
of experiments has the goal of assessing the feasibility of a linear, spill-free
register allocator operating directly on MLIR. The key realization is avoiding
the management of register spilling altogether, due to the high-performance
nature of the considered micro-kernels: spilling to L1 memory (or even to
global memory) would prevent any usage of Snitch ISA features altogether,
making the generated code automatically inefficient. The presented experi-
mental evaluation analyzes the effectiveness of this approach across various
data types and shape sizes to assess its suitability. For double-precision
kernels, register pressure remains manageable, with available registers left
unallocated even considering the reserved floating point registers required
by SSRs. For single-precision, packed-SIMD kernels, register usage is gener-
ally higher. Deeper loop nests due to higher-dimensional tensors and some
peephole optimizations, like loop unrolling, are known sources of increased
register pressure [212]. Despite these combined factors, the measurements
reported by the authors show how spill-free register allocation is fit for high-
performance linear algebra micro-kernels.

The third set of experiments has the goal of assessing the capacity of
the proposed multi-level compilation approach to generate target-optimized,
high-efficiency kernels from high-level abstractions. The effectiveness of code
produced by the proposed compiler backend is evaluated in comparison to
code compiled with MLIR and a naiv C implementation compiled using
Clang. The objective is to minimize kernel execution time while maximizing
FPU utilization.

Empirical results indicate that both MLIR and Clang achieve similar
performance, with a peak utilization of approximately 42%. This limitation
arises because both compilation flows rely on the LLVM RISC-V backend
which, as pointed out, is unable to automatically emit ISA extensions from
input C or LLVM IR programs. Consequently, the generated assembly code
exhibits severe inefficiencies such as explicit load/store operations and RAW
hazards, leading to poor performance. While the Max Pool kernel benefits
the most from LLVM’s backend optimizations, its FPU utilization remains
below 50%. The fundamental insight is that despite leveraging high-level,
domain-specific MLIR optimizations, the LLVM IR and backend dictate and
ultimately constrain the micro-kernels’ performance.

In contrast, the proposed compilation strategy achieves high FPU uti-
lization even for smaller kernel sizes, reaching up to 90%. For element-wise
kernels (Sum, Fill, and ReLU), FPU utilization increases with input size,
approaching 100%. Reduction kernels (Conv, Max Pool, and Sum Pool) also
experience an increase in FPU utilization as input width grows, though at a
slower rate, stabilizing between 70-80%. All kernels are modified to handle
four reductions simultaneously, resulting in an outlier of approximately 90%
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utilization when N = 4, due to the elimination of the outermost loop over-
head and dimensional reduction in accelerator setup. The remaining kernels
exhibit behavior analogous to their parallel counterparts, with utilization
rising steadily as kernel width increases.

Further measurements are conducted on the MatMul kernel to assess
performance across a broader range of input shapes (Figure 3.17, Figure 3.18,
and Figure 3.19) and to evaluate the impact of stream setup instructions.
When either the inner dimension or the number of columns in the second
operand is minimal, accelerator setup costs dominate execution time, leading
to a lower throughput that does not exceed 80% of the theoretical peak.
As input sizes increase, throughput improves, as setup and function call
overheads become negligible relative to computation time.

To evaluate the impact of individual high- and low-level optimizations,
authors incrementally applied optimization passes to the MatMul kernel (Ta-
ble 3.2). The kernel consists of two linalg.generic operations: one for
initializing the output matrix to zero and another for performing matrix
multiplication. The baseline pipeline, which applies direct lowering without
schedule optimizations while targeting the standard RISC-V ISA, results in
an FPU occupancy of less than 3%, a performance degradation of approxi-
mately 36× compared to the fully optimized pipeline.

The introduction of SSRs halves the cycle count. While the number of
explicit load/store instructions is reduced by 66%, overall performance re-
mains suboptimal. The introduction of additional optimizations like Scalar
Replacement enhances performance by a factor of over 4×, as explicit mem-
ory operations are hoisted and minimized. Applying FRep at this stage pro-
vides only marginal improvement, as execution time remains dominated by
the innermost loop’s dot product computation rather than loop setup over-
head. Moreover, Unroll-and-Jam allows to break cross-iteration RAW de-
pendencies in the reduction dimension and pipeline stalls are eliminate by
unrolling and interleaving with a depth of at least five iterations.

The combined application of high- and low-level optimization passes re-
sults in near-optimal performance for linear algebra micro-kernels, with FPU
utilization ranging between 73% and 90%. The multi-level approach to back-
end construction proposed by Lopoukhine et al. [67] effectively utilizes the
high-level semantics embedded in linalg.generic operations to target cus-
tom ISA extensions, such as SSR and FREP in the Snitch architecture.

The results presented by the authors clearly demonstrate that micro-
kernels expressed as assembly-level dialects can be effectively compiled to
the Snitch accelerator, reaching up to 95% of the theoretical peak perfor-
mance. At the same time, the proposed register allocation shows how, by
being consistently spill-free, high-performance micro-kernels don’t benefit
from sophisticated spilling management. Finally, experiments show how the
presented multi-level compiler backend can efficiently target the Snitch from
a higher-level DSL obtaining 90% FPU utilization.
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Figure 3.17: Sustained throughput of the double precision MatMul kernel
(CM×N = AM×KBK×N when M = 1). When compiled via the proposed approach,
it achieves a throughput of over 90% (≥ 1.8 FLOPs/cycle) of the theoretical peak
(above the white border) as shape sizes increase, indicating that the computation
offsets constant overheads. This figure is from Lopoukhine et al. [67].
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Figure 3.18: Sustained throughput of the double precision MatMul kernel
(CM×N = AM×KBK×N when M = 4). When compiled via the proposed approach,
it achieves a throughput of over 90% (≥ 1.8 FLOPs/cycle) of the theoretical peak
(above the white border) as shape sizes increase, indicating that the computation
offsets constant overheads. This figure is from Lopoukhine et al. [67].

109



4 12 20 28 36 44 52 60
N

4

12

20

28

36

44

52

60

K

51 60 65 67 69 70 71 72 72 72 73 73 73 73 74 74

65 73 76 78 80 80 81 82 82 82 83 83 83 83 83 83

73 79 82 84 85 85 86 86 87 87 87 87 87 88 88 88

78 83 86 87 88 88 89 89 89 90 90 90 90 90 90 90

81 86 88 89 90 90 91 91 91 91 91 92 92 92 92 92

84 88 90 91 91 92 92 92 92 93 93 93 93 93 93 93

86 89 91 92 92 93 93 93 93 93 94 94 94 94 94 94

86 90 92 92 93 93 94 94 94 94 94 94 94 94 94 95

88 91 93 93 94 94 94 94 95 95 95 95 95 95 95 95

89 92 93 94 94 94 95 95 95 95 95 95 95 95 95 95

90 93 94 94 95 95 95 95 95 95 96 96 96 96 96 96

91 93 94 95 95 95 95 96 96 96 96 96 96 96 96 96

92 94 94 95 95 95 96 96 96 96 96 96 96 96 96 96

92 94 95 95 96 96 96 96 96 96 96 96 96 96 97 97

93 94 95 95 96 96 96 96 96 96 97 97 97 97 97 97

93 95 95 96 96 96 96 97 97 97 97 97 97 97 97 97

50 60 70 80 90 100
% of FLOP/cycle Roofline

Figure 3.19: Sustained throughput of the double precision MatMul kernel
(CM×N = AM×KBK×N when M = 8). When compiled via the proposed approach,
it achieves a throughput of over 90% (≥ 1.8 FLOPs/cycle) of the theoretical peak
(above the white border) as shape sizes increase, indicating that the computation
offsets constant overheads. This figure is from Lopoukhine et al. [67].
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3.6 Related Work

Traditional compiler designs have converged toward a three-tier architec-
ture, effectively separating implementation concerns and enabling indepen-
dent resolution of problems; tasks like instruction selection and register allo-
cation are traditionally pertaining to the backend. However, this approach
has resulted in increasingly complex and monolithic compiler stages.

Related to the work by Lopoukhine et al. [67] is another micro-kernel
compiler by Castello et al. [252] that leverages a DSL [253] but is constrained
to matrix multiplication and relies on manual user input for scheduling, data
management, and transformations. In contrast, the authors’ approach auto-
mates these processes across a broader spectrum of linear algebra operations.

Certain approaches within the MLIR ecosystem have explored the gen-
eration of optimized code tailored to specific micro-architectures, yet they
frequently integrate existing general-purpose compiler backends. Notably,
Bondhugula [232] applies high-level loop transformations within MLIR to
reproduce optimizations known to be effective in producing basic linear al-
gebra subprograms (BLAS) kernels for Intel CPUs. Kuzma et al. [254] uti-
lize an end-to-end compilation process with C/C++ and LLVM IR types,
while Varoumas [255] focuses on ARM-based architectures through profile-
driven transformations exploration in the vector dialect. On the other hand,
Lopoukhine et al. [67] claim that their approach represents the first MLIR-
based compiler backend that uses accelerator-specific abstractions while, at
the same time, implementing a complete compiler backend.

Several library-based approaches [218, 216, 217] rely on ahead-of-time
(AOT), just-in-time (JIT) compilation or kernel templates augmented with
parameter space exploration to provide the best kernel corpus for a spe-
cific target micro-architecture. None of these approaches provide the same
flexibility of a multi-level compiler backend.

Recent years have seen a proliferation of domain-specific languages and
corresponding tooling aimed at managing computational aspects such as
scheduling and memory placement [30, 256, 257, 29, 229, 258, 259, 260,
253], influenced by methodologies like Halide [29]. This trend has also fos-
tered the integration of autotuning and analytical techniques for optimiz-
ing configuration choices [261, 262, 263, 34]. These DSLs often replicate
tightly coupled compiler infrastructures [34, 264], depend on general-pur-
pose compiler backends for actual code generation [253], or necessitate ex-
ternal tools for interoperability [265]. In contrast, the approach presented
by Lopoukhine et al. [67] is fully integrated in the MLIR ecosystem, and
leverages its open and reusable infrastructure.
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3.7 Compiling at the End of Moore’s Law : Conclu-
sion

The initial motivation for the work by Lopoukhine et al. [67] is the real-
ization that the strict separation of frontends and backends in the design
of modern general-purpose compilers results in an information bottleneck
between high-level code abstractions and targeted novel hardware features.
This leads to performance experts often bypassing the compiler backend al-
together with hand-written kernels, often written in assembly language or
from templates. The cost and effort in hand-tuning kernels is exacerbated
by a recent proliferation of specialized hardware, driven by the breakdown
of Moore’s law and Dennard scaling in modern silicon technologies. The
MLIR-based prototype presented by Lopoukhine et al. [67] showcases an ef-
ficient methodology for creating modular and expressive compiler backends
that combine domain knowledge with hardware capabilities. Authors show
rhat a novel approach to compiler backend construction, based on a struc-
tured, abstraction-driven strategy with multi-level SSA-based IRs, is able
to generate high-performance assembly kernels for RISC-V accelerators on
a set of real-world workloads from the DL domain. Given the steep learn-
ing curve posed by the Snitch assembly-based programming model and the
complexity of analyses and transformations needed to leverage its unique
ISA features, the proposed approach is a valuable prospect to unlock the
performance of novel hardware platforms both in industry and computing
architectures research.
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Final Conclusions

This thesis presented published works, along with my contributions, in an
attempt at answering the questions posed by our post-Moore era.

How task-based, embarrassingly-parallel scientific workloads like vir-
tual screening can efficiently scale up to entire pre-exascale, state-of-
the-art GPU-accelerated HPC systems?

Chapter 1 explored virtual screening of large molecular sets, a real-world
example of an embarrassingly-parallel, task-based workload on pre-exascale
HPC systems. Unlike tightly coupled GPU workloads common in classi-
cal HPC applications, this problem requires a different acceleration strat-
egy. For GPU efficiency, a latency-optimized approach, which distributes
a single task (ligand-protein pair) across multiple processing elements, im-
proves task-level performance but hinders overall time-to-solution. On the
other hand, a throughput-optimized strategy, despite increasing single-task
latency, enhances GPU occupancy, achieving up to 5× better throughput.
Thus, maximizing GPU occupancy is crucial for handling task-based work-
loads efficiently. This is done by means of warp-synchronous kernels, static
allocation of kernel resources and off-device load balancing. The presented
works also demonstrated how extreme-scale virtual screening can accelerate
drug discovery during global pandemics emergencies. Using the first GPU
port of LiGen, authors screened over 70 billion ligands across 15 binding sites
of 12 SARS-CoV-2 proteins. Running on both Marconi100 [155] at CINECA
and HPC5 [156] at ENI S.p.A., Europe’s two most powerful supercomputers
at the time, aggregating around 81PFLOP/s, the one-trillion-docking exper-
iment was completed in just 60 hours of continuous production, the largest
virtual screening campaign ever conducted.

How an extreme-scale HPC system, based on a heterogeneous offering
of highly specialized accelerators, can be sustainable?

114



If RISC-V can be an answer to the challenge of extreme hardware
specialization, how future post-exascale systems based on RISC-V will
look like?

Chapter 2 introduced Monte Cimone, a multi-blade computer prototype
and hardware/software testbed, the first fully operational RISC-V cluster
supporting a baseline HPC software stack. The heterogeneous cluster inte-
grates a CPU-only partition and an accelerated partition based on a synthe-
sized, scaled-down version of the Occamy [19] RISC-V accelerator, within a
seamless HPC production stack. The extensive experimental evaluation cam-
paign showed how mainstream HPC applications on Monte Cimone exhibit
near-linear, full-system strong scaling, demonstrating a remarkable readiness
of the whole HPC software stack. While Monte Cimone is not optimized
for high floating-point performance, it serves to explore the integration of a
multi-node RISC-V cluster with a full HPC production stack. The presented
results highlight significant software and hardware maturity, suggesting that
the first generation of RISC-V HPC machines may be closer than expected.

Can a multi-level IR represent RISC-V domain specific extensions for
novel linear algebra accelerators?

Can the multi-level approach to compiler construction enable SSA
compiler backends to generate high-performance kernels leveraging
custom, application-specific hardware features?

Finally, in Chapter 3, Lopoukhine et al. [67] show how the strict separa-
tion of frontends and backends in modern general-purpose compilers creates
an information bottleneck, limiting optimization for novel hardware. The
effort originated from the goal of being able to close the gap between high-
level linear algebra programs and Snitch [48], a RISC-V accelerator architec-
ture designed by ETH Zurich to pursue extreme compute energy efficiency
by means of novel features like stream-semantics registers to reach perfect,
software-programmed prefetching, and floating point hardware loops to elide
control flow. The same architecture is the building block of the Occamy [19]
RISC-V accelerator deployed on Monte Cimone (Chapter 2). The presented
MLIR-based prototype kernel compiler explores a backend methodology that
integrates domain knowledge with hardware capabilities. With the support
of an extensive experimental evaluation, authors demonstrate that a struc-
tured, abstraction-driven approach to compiler backend construction, based
on a multi-level SSA-based IRs, is able to generate high-performance assem-
bly kernels for the Snitch architecture. Given the steep learning curve of the
Snitch assembly-based programming model and the complexity of required
analyses and transformations, this approach offers a promising prospect to
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unlock performance for emerging domain-specific hardware in both industry
and computing research.
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